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## 1设置

### 1头文件

#include<cstdio>

#include<iostream>

#include<vector>

#include<queue>

#include<cstring>

#include<cmath>

#include<map>

#include <string>

#include<algorithm>

#include<set>

#include<stack>

#define debug puts("xxxxxxx");

#define pi (acos(-1.0))

#define eps (1e-5)

#define inf 0x3f3f3f3f

#define mem(x) memset(x,0,sizeof(x))

#define sfl(x) scanf("%I64d",&x)

#define sfl2(x,y) scanf("%I64d%I64d",&x,&y)

#define sfl3(x,y,z) scanf("%I64d%I64d%I64d",&x,&y,&z)

#define sf(x) scanf("%d",&x)

#define sf2(x,y) scanf("%d%d",&x,&y)

#define sf3(x,y,z) scanf("%d%d%d",&x,&y,&z)

typedef long long ll;

const int mx = 1005;

void fre()

{

    freopen("1003.in","r", stdin);

    freopen("1003my.out","w", stdout);

}

const long long mod = 1e9+7;

using namespace std;

#include <bits/stdc++.h>

#define debug puts("xxxxxxx");

#define pi (acos(-1.0))

#define eps (1e-8)

#define inf 0x3f3f3f3f

#define mx 200005

#define mem(x) memset(x,0,sizeof(x))

typedef long long ll;

using namespace std;

**freopen**("input.txt","r", stdin);**freopen**("output.txt","w", stdout);

void fre()

{

    freopen("a.in","r", stdin);

    freopen("a.out","w", stdout);

}

#pragma comment(linker, "/STACK:102400000,102400000")

template <class T>

inline bool rd(T &ret) {

char c; int sgn;

if (c = getchar(), c == EOF) return 0;

while (c != '-' && (c<'0' || c>'9')) c = getchar();

sgn = (c == '-') ? -1 : 1;

ret = (c == '-') ? 0 : (c - '0');

while (c = getchar(), c >= '0'&&c <= '9') ret = ret \* 10 + (c - '0');

ret \*= sgn;

return 1;

}

template <class T>

inline void pt(T x) {

if (x < 0) {

putchar('-');

x = -x;

}

if (x > 9) pt(x / 10);

putchar(x % 10 + '0');

}

## 2 STL

### 1 map

STL中map用法详解

一．Map概述  
Map是STL的一个关联容器，它提供一对一（其中第一个可以称为关键字，每个关键字只能在map中出现一次，第二个可能称为该关键字的值）的数据处理能力，由于这个特性，它完成有可能在我们处理一对一数据的时候，在编程上提供快速通道。这里说下map内部数据的组织，map内部自建一颗红黑树(一种非严格意义上的平衡二叉树)，这颗树具有对数据自动排序的功能，所以在map内部所有的数据都是有序的，后边我们会见识到有序的好处。  
下面举例说明什么是一对一的数据映射。比如一个班级中，每个学生的学号跟他的姓名就存在着一一映射的关系，这个模型用map可能轻易描述，很明显学号用int描述，姓名用字符串描述(本篇文章中不用char \*来描述字符串，而是采用STL中string来描述),下面给出map描述代码：  
Map<int, string> mapStudent;  
map的构造函数  
map共提供了6个构造函数，这块涉及到内存分配器这些东西，略过不表，在下面我们将接触到一些map的构造方法，这里要说下的就是，我们通常用如下方法构造一个map：  
Map<int, string> mapStudent;  
数据的插入  
在构造map容器后，我们就可以往里面插入数据了。这里讲三种插入数据的方法：  
第一种：用insert函数插入pair数据，下面举例说明(以下代码虽然是随手写的，应该可以在VC和GCC下编译通过，大家可以运行下看什么效果，在VC下请加入这条语句，屏蔽4786警告  ＃pragma warning (disable:4786) )  
#include <map>  
#include <string>  
#include <iostream>  
Using namespace std;  
Int main()  
{  
 Map<int, string> mapStudent;  
 mapStudent.insert(pair<int, string>(1, “student\_one”));  
 mapStudent.insert(pair<int, string>(2, “student\_two”));  
 mapStudent.insert(pair<int, string>(3, “student\_three”));  
 map<int, string>::iterator  iter;  
 for(iter = mapStudent.begin(); iter != mapStudent.end(); iter++)  
{  
 Cout<<iter->first<<”   ”<<iter->second<<end;  
}  
}  
第二种：用insert函数插入value\_type数据，下面举例说明  
#include <map>  
#include <string>  
#include <iostream>  
Using namespace std;  
Int main()  
{  
 Map<int, string> mapStudent;  
 mapStudent.insert(map<int, string>::value\_type (1, “student\_one”));  
 mapStudent.insert(map<int, string>::value\_type (2, “student\_two”));  
 mapStudent.insert(map<int, string>::value\_type (3, “student\_three”));  
 map<int, string>::iterator  iter;  
 for(iter = mapStudent.begin(); iter != mapStudent.end(); iter++)  
{  
 Cout<<iter->first<<”   ”<<iter->second<<end;  
}  
}  
第三种：用数组方式插入数据，下面举例说明  
#include <map>  
#include <string>  
#include <iostream>  
Using namespace std;  
Int main()  
{  
 Map<int, string> mapStudent;  
 mapStudent[1] =  “student\_one”;  
 mapStudent[2] =  “student\_two”;  
 mapStudent[3] =  “student\_three”;  
 map<int, string>::iterator  iter;  
 for(iter = mapStudent.begin(); iter != mapStudent.end(); iter++)  
{  
 Cout<<iter->first<<”   ”<<iter->second<<end;  
}  
}  
以上三种用法，虽然都可以实现数据的插入，但是它们是有区别的，当然了第一种和第二种在效果上是完成一样的，用insert函数插入数据，在数据的插入上涉及到集合的唯一性这个概念，即当map中有这个关键字时，insert操作是插入数据不了的，但是用数组方式就不同了，它可以覆盖以前该关键字对应的值，用程序说明  
mapStudent.insert(map<int, string>::value\_type (1, “student\_one”));  
mapStudent.insert(map<int, string>::value\_type (1, “student\_two”));  
上面这两条语句执行后，map中1这个关键字对应的值是“student\_one”，第二条语句并没有生效，那么这就涉及到我们怎么知道insert语句是否插入成功的问题了，可以用pair来获得是否插入成功，程序如下  
Pair<map<int, string>::iterator, bool> Insert\_Pair;  
Insert\_Pair = mapStudent.insert(map<int, string>::value\_type (1, “student\_one”));  
我们通过pair的第二个变量来知道是否插入成功，它的第一个变量返回的是一个map的迭代器，如果插入成功的话Insert\_Pair.second应该是true的，否则为false。  
下面给出完成代码，演示插入成功与否问题  
#include <map>  
#include <string>  
#include <iostream>  
Using namespace std;  
Int main()  
{  
 Map<int, string> mapStudent;  
Pair<map<int, string>::iterator, bool> Insert\_Pair;  
 Insert\_Pair ＝ mapStudent.insert(pair<int, string>(1, “student\_one”));  
 If(Insert\_Pair.second == true)  
 {  
  Cout<<”Insert Successfully”<<endl;  
 }  
 Else  
 {  
  Cout<<”Insert Failure”<<endl;  
 }  
 Insert\_Pair ＝ mapStudent.insert(pair<int, string>(1, “student\_two”));  
 If(Insert\_Pair.second == true)  
 {  
  Cout<<”Insert Successfully”<<endl;  
 }  
 Else  
 {  
  Cout<<”Insert Failure”<<endl;  
 }  
 map<int, string>::iterator  iter;  
 for(iter = mapStudent.begin(); iter != mapStudent.end(); iter++)  
{  
 Cout<<iter->first<<”   ”<<iter->second<<end;  
}  
}  
大家可以用如下程序，看下用数组插入在数据覆盖上的效果  
#include <map>  
#include <string>  
#include <iostream>  
Using namespace std;  
Int main()  
{  
 Map<int, string> mapStudent;  
 mapStudent[1] =  “student\_one”;  
 mapStudent[1] =  “student\_two”;  
 mapStudent[2] =  “student\_three”;  
 map<int, string>::iterator  iter;  
 for(iter = mapStudent.begin(); iter != mapStudent.end(); iter++)  
{  
 Cout<<iter->first<<”   ”<<iter->second<<end;  
}  
}  
map的大小  
在往map里面插入了数据，我们怎么知道当前已经插入了多少数据呢，可以用size函数，用法如下：  
Int nSize = mapStudent.size();  
数据的遍历  
这里也提供三种方法，对map进行遍历  
第一种：应用前向迭代器，上面举例程序中到处都是了，略过不表  
第二种：应用反相迭代器，下面举例说明，要体会效果，请自个动手运行程序  
#include <map>  
#include <string>  
#include <iostream>  
Using namespace std;  
Int main()  
{  
 Map<int, string> mapStudent;  
 mapStudent.insert(pair<int, string>(1, “student\_one”));  
 mapStudent.insert(pair<int, string>(2, “student\_two”));  
 mapStudent.insert(pair<int, string>(3, “student\_three”));  
 map<int, string>::reverse\_iterator  iter;  
 for(iter = mapStudent.rbegin(); iter != mapStudent.rend(); iter++)  
{  
 Cout<<iter->first<<”   ”<<iter->second<<end;  
}  
}  
第三种：用数组方式，程序说明如下  
#include <map>  
#include <string>  
#include <iostream>  
Using namespace std;  
Int main()  
{  
 Map<int, string> mapStudent;  
 mapStudent.insert(pair<int, string>(1, “student\_one”));  
 mapStudent.insert(pair<int, string>(2, “student\_two”));  
 mapStudent.insert(pair<int, string>(3, “student\_three”));  
 int nSize = mapStudent.size()  
 for(int nIndex = 0; nIndex < nSize; nIndex++)  
{  
 Cout<<mapStudent[nIndex]<<end;  
}  
}  
数据的查找（包括判定这个关键字是否在map中出现）  
在这里我们将体会，map在数据插入时保证有序的好处。  
要判定一个数据（关键字）是否在map中出现的方法比较多，这里标题虽然是数据的查找，在这里将穿插着大量的map基本用法。  
这里给出三种数据查找方法  
第一种：用count函数来判定关键字是否出现，其缺点是无法定位数据出现位置,由于map的特性，一对一的映射关系，就决定了count函数的返回值只有两个，要么是0，要么是1，出现的情况，当然是返回1了  
第二种：用find函数来定位数据出现位置，它返回的一个迭代器，当数据出现时，它返回数据所在位置的迭代器，如果map中没有要查找的数据，它返回的迭代器等于end函数返回的迭代器，程序说明  
#include <map>  
#include <string>  
#include <iostream>  
Using namespace std;  
Int main()  
{  
 Map<int, string> mapStudent;  
 mapStudent.insert(pair<int, string>(1, “student\_one”));  
 mapStudent.insert(pair<int, string>(2, “student\_two”));  
 mapStudent.insert(pair<int, string>(3, “student\_three”));  
 map<int, string>::iterator iter;  
 iter = mapStudent.find(1);  
if(iter != mapStudent.end())  
{  
 Cout<<”Find, the value is ”<<iter->second<<endl;  
}  
Else  
{  
 Cout<<”Do not Find”<<endl;  
}  
}  
第三种：这个方法用来判定数据是否出现，是显得笨了点，但是，我打算在这里讲解  
Lower\_bound函数用法，这个函数用来返回要查找关键字的下界(是一个迭代器)  
Upper\_bound函数用法，这个函数用来返回要查找关键字的上界(是一个迭代器)  
例如：map中已经插入了1，2，3，4的话，如果lower\_bound(2)的话，返回的2，而upper-bound（2）的话，返回的就是3  
Equal\_range函数返回一个pair，pair里面第一个变量是Lower\_bound返回的迭代器，pair里面第二个迭代器是Upper\_bound返回的迭代器，如果这两个迭代器相等的话，则说明map中不出现这个关键字，程序说明  
#include <map>  
#include <string>  
#include <iostream>  
Using namespace std;  
Int main()  
{  
 Map<int, string> mapStudent;  
 mapStudent[1] =  “student\_one”;  
 mapStudent[3] =  “student\_three”;  
 mapStudent[5] =  “student\_five”;  
 map<int, string>::iterator  iter;  
iter = mapStudent.lower\_bound(2);  
{  
 //返回的是下界3的迭代器  
 Cout<<iter->second<<endl;  
}  
iter = mapStudent.lower\_bound(3);  
{  
 //返回的是下界3的迭代器  
 Cout<<iter->second<<endl;  
}

iter = mapStudent.upper\_bound(2);  
{  
 //返回的是上界3的迭代器  
 Cout<<iter->second<<endl;  
}  
iter = mapStudent.upper\_bound(3);  
{  
 //返回的是上界5的迭代器  
 Cout<<iter->second<<endl;  
}

Pair<map<int, string>::iterator, map<int, string>::iterator> mapPair;  
mapPair = mapStudent.equal\_range(2);  
if(mapPair.first == mapPair.second)  
 {  
 cout<<”Do not Find”<<endl;  
}  
Else  
{  
Cout<<”Find”<<endl;  
}  
mapPair = mapStudent.equal\_range(3);  
if(mapPair.first == mapPair.second)  
 {  
 cout<<”Do not Find”<<endl;  
}  
Else  
{  
Cout<<”Find”<<endl;  
}  
}  
数据的清空与判空  
清空map中的数据可以用clear()函数，判定map中是否有数据可以用empty()函数，它返回true则说明是空map  
数据的删除  
这里要用到erase函数，它有三个重载了的函数，下面在例子中详细说明它们的用法  
#include <map>  
#include <string>  
#include <iostream>  
Using namespace std;  
Int main()  
{  
 Map<int, string> mapStudent;  
 mapStudent.insert(pair<int, string>(1, “student\_one”));  
 mapStudent.insert(pair<int, string>(2, “student\_two”));  
 mapStudent.insert(pair<int, string>(3, “student\_three”));

//如果你要演示输出效果，请选择以下的一种，你看到的效果会比较好  
 //如果要删除1,用迭代器删除  
 map<int, string>::iterator iter;  
 iter = mapStudent.find(1);  
 mapStudent.erase(iter);

 //如果要删除1，用关键字删除  
 Int n = mapStudent.erase(1);//如果删除了会返回1，否则返回0

 //用迭代器，成片的删除  
 //一下代码把整个map清空  
 mapStudent.earse(mapStudent.begin(), mapStudent.end());  
 //成片删除要注意的是，也是STL的特性，删除区间是一个前闭后开的集合

 //自个加上遍历代码，打印输出吧  
}  
其他一些函数用法  
这里有swap,key\_comp,value\_comp,get\_allocator等函数，感觉到这些函数在编程用的不是很多，略过不表，有兴趣的话可以自个研究  
排序  
这里要讲的是一点比较高深的用法了,排序问题，STL中默认是采用小于号来排序的，以上代码在排序上是不存在任何问题的，因为上面的关键字是int型，它本身支持小于号运算，在一些特殊情况，比如关键字是一个结构体，涉及到排序就会出现问题，因为它没有小于号操作，insert等函数在编译的时候过不去，下面给出两个方法解决这个问题  
第一种：小于号重载，程序举例  
#include <map>  
#include <string>  
Using namespace std;  
Typedef struct tagStudentInfo  
{  
 Int      nID;  
 String   strName;  
}StudentInfo, \*PStudentInfo;  //学生信息

Int main()  
{  
 //用学生信息映射分数  
 Map<StudentInfo, int>mapStudent;  
 StudentInfo studentInfo;  
 studentInfo.nID = 1;  
 studentInfo.strName = “student\_one”;  
 mapStudent.insert(pair<StudentInfo, int>(studentInfo, 90));  
 studentInfo.nID = 2;  
 studentInfo.strName = “student\_two”;  
mapStudent.insert(pair<StudentInfo, int>(studentInfo, 80));  
}  
以上程序是无法编译通过的，只要重载小于号，就OK了，如下：  
Typedef struct tagStudentInfo  
{  
 Int      nID;  
 String   strName;  
 Bool operator < (tagStudentInfo const& \_A) const  
 {  
  //这个函数指定排序策略，按nID排序，如果nID相等的话，按strName排序  
  If(nID < \_A.nID)  return true;  
  If(nID == \_A.nID) return strName.compare(\_A.strName) < 0;  
  Return false;  
 }  
}StudentInfo, \*PStudentInfo;  //学生信息  
第二种：仿函数的应用，这个时候结构体中没有直接的小于号重载，程序说明  
#include <map>  
#include <string>  
Using namespace std;  
Typedef struct tagStudentInfo  
{  
 Int      nID;  
 String   strName;  
}StudentInfo, \*PStudentInfo;  //学生信息

Classs sort  
{  
 Public:  
 Bool operator() (StudentInfo const &\_A, StudentInfo const &\_B) const  
 {  
  If(\_A.nID < \_B.nID) return true;  
  If(\_A.nID == \_B.nID) return \_A.strName.compare(\_B.strName) < 0;  
  Return false;  
 }  
};

Int main()  
{  
 //用学生信息映射分数  
 Map<StudentInfo, int, sort>mapStudent;  
 StudentInfo studentInfo;  
 studentInfo.nID = 1;  
 studentInfo.strName = “student\_one”;  
 mapStudent.insert(pair<StudentInfo, int>(studentInfo, 90));  
 studentInfo.nID = 2;  
 studentInfo.strName = “student\_two”;  
mapStudent.insert(pair<StudentInfo, int>(studentInfo, 80));  
}  
另外  
由于STL是一个统一的整体，map的很多用法都和STL中其它的东西结合在一起，比如在排序上，这里默认用的是小于号，即less<>，如果要从大到小排序呢，这里涉及到的东西很多，在此无法一一加以说明。  
还要说明的是，map中由于它内部有序，由红黑树保证，因此很多函数执行的时间复杂度都是log2N的，如果用map函数可以实现的功能，而STL  Algorithm也可以完成该功能，建议用map自带函数，效率高一些。  
下面说下，map在空间上的特性，否则，估计你用起来会有时候表现的比较郁闷，由于map的每个数据对应红黑树上的一个节点，这个节点在不保存你的数据时，是占用16个字节的，一个父节点指针，左右孩子指针，还有一个枚举值（标示红黑的，相当于平衡二叉树中的平衡因子），我想大家应该知道，这些地方很费内存了吧，不说了……

### 2 set

set<int> s;

 //插入了 5 个元素，但由于 8 有重复，第二次插入的 8 并没有执行

 s.insert(8);//第一次插入 8，可以插入

 s.insert(1);

 s.insert(8);//第二次插入 8，重复元素，不会插入

 //中序遍历集合中的元素

 set<int>::iterator it;//定义前向迭代器

 //中序遍历集合中的所有元素

 for(it=s.begin();it!=s.end();it++)

 {

 cout<<\*it<<" ";

 }

 s.erase(1);

c++ stl容器set成员函数:begin()--返回指向第一个元素的迭代器

c++ stl容器set成员函数:clear()--清除所有元素

c++ stl容器set成员函数:count()--返回某个值元素的个数

c++ stl容器set成员函数:empty()--如果集合为空，返回true

c++ stl容器set成员函数:end()--返回指向最后一个元素的迭代器

c++ stl容器set成员函数:equal\_range()--返回集合中与给定值相等的上下限的两个迭代器

c++ stl容器set成员函数:erase()--删除集合中的元素

c++ stl容器set成员函数:find()--返回一个指向被查找到元素的迭代器

c++ stl容器set成员函数:get\_allocator()--返回集合的分配器

c++ stl容器set成员函数:insert()--在集合中插入元素

c++ stl容器set成员函数:lower\_bound()--返回指向大于（或等于）某值的第一个元素的迭代器

c++ stl容器set成员函数:key\_comp()--返回一个用于元素间值比较的函数

c++ stl容器set成员函数:max\_size()--返回集合能容纳的元素的最大限值

c++ stl容器set成员函数:rbegin()--返回指向集合中最后一个元素的反向迭代器

c++ stl容器set成员函数:rend()--返回指向集合中第一个元素的反向迭代器

c++ stl容器set成员函数:size()--集合中元素的数目

c++ stl容器set成员函数:swap()--交换两个集合变量

c++ stl容器set成员函数:upper\_bound()--返回大于某个值元素的迭代器

c++ stl容器set成员函数:value\_comp()--返回一个用于比较元素间的值的函数

### 3 string

string s1 = "abcdeg";  
const char \*k = s1.c\_str();  
const char \*t = s1.data();  
printf("%s%s",k,t);  
cout<<k<<t<<endl;

getline(cin,s7,'a')

string s;

s="aaaaa";

s1="bb";

s=s+s1;

s.length(),s.size();

采用 find()方法可查找字符串中的第一个字符元素（ char， 用单引号界定） 或者子串（用

双引号界定） ， 如果查到， 则返回下标值（从 0 开始计数） ， 如果查不到， 则返回 4294967295。

find函数采用kmp方法实现，比暴力查找快。（kmp自行谷歌）

s="cat dog cat";

 //查找第一个字符‘c’，返回下标值

 cout<<s.find('c')<<endl;

 //查找第一个子串“c”，返回下标值

 cout<<s.find("c")<<endl;

 //查找第一个子串“cat”，返回下标值

 string 比较大小 字典序 a<b

reverse倒置字符串函数reverse：用于倒置字符串s中的各个字符的位置，如原来字符串中如果初始值为123456，则通过reverse函数可将其倒置为654321

accumulate 函数

<http://www.cnblogs.com/heyonggang/p/3241878.html>

Codeforces:Problem 394A - Counting Sticks   (string与substr函数使用）

A. Counting Sticks

time limit per test

 1 second

memory limit per test

 256 megabytes

input

 standard input

output

 standard output

When new students come to the Specialized Educational and Scientific Centre (SESC) they need to start many things from the beginning. Sometimes the teachers say (not always unfairly) that we cannot even count. So our teachers decided to teach us arithmetics from the start. And what is the best way to teach students add and subtract? — That's right, using counting sticks! An here's our new task:

An expression of counting sticks is an expression of type:

[ *A* sticks][sign +][*B* sticks][sign =][*C* sticks] (1 ≤ *A*, *B*, *C*).

Sign + consists of two crossed sticks: one vertical and one horizontal. Sign = consists of two horizontal sticks. The expression is arithmetically correct if *A* + *B* = *C*.

We've got an expression that looks like *A* + *B* = *C* given by counting sticks. Our task is to shift at most one stick (or we can shift nothing) so that the expression became arithmetically correct. Note that we cannot remove the sticks from the expression, also we cannot shift the sticks from the signs + and =.

We really aren't fabulous at arithmetics. Can you help us?

**Input**

The single line contains the initial expression. It is guaranteed that the expression looks like *A* + *B* = *C*, where 1 ≤ *A*, *B*, *C* ≤ 100.

**Output**

If there isn't a way to shift the stick so the expression becomes correct, print on a single line "Impossible" (without the quotes). If there is a way, print the resulting expression. Follow the format of the output from the test samples. Don't print extra space characters.

If there are multiple correct answers, print any of them. For clarifications, you are recommended to see the test samples.

**Sample test(s)**

**input**

||+|=|||||

**output**

|||+|=||||

**input**

|||||+||=||

**output**

Impossible

**input**

|+|=||||||

**output**

Impossible

**input**

||||+||=||||||

**output**

||||+||=||||||

**Note**

In the first sample we can shift stick from the third group of sticks to the first one.

In the second sample we cannot shift vertical stick from + sign to the second group of sticks. So we cannot make a - sign.

There is no answer in the third sample because we cannot remove sticks from the expression.

In the forth sample the initial expression is already arithmetically correct and that is why we don't have to shift sticks.

这题理解错了……

Note that we cannot remove the sticks from the expression, also we cannot shift the sticks from the signs + and =.这句话没理解啊，英语好烂！！

以前用到过substr函数，那时觉得很有用，那时也觉得记住了，没想到忘了，所以还是写这篇以防下次又忘了……

substr函数：比如：string s="abcdef"，string a=s.substr(起始位置，获取长度），注意的是起始位置是从0开始的。如：a=s.substr(1,4)="bcde".

**[cpp]** [view plaincopy](http://blog.csdn.net/u011466175/article/details/19680307)[![在CODE上查看代码片](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAQCAYAAAFo9M/3AAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAyBpVFh0WE1MOmNvbS5hZG9iZS54bXAAAAAAADw/eHBhY2tldCBiZWdpbj0i77u/IiBpZD0iVzVNME1wQ2VoaUh6cmVTek5UY3prYzlkIj8+IDx4OnhtcG1ldGEgeG1sbnM6eD0iYWRvYmU6bnM6bWV0YS8iIHg6eG1wdGs9IkFkb2JlIFhNUCBDb3JlIDUuMC1jMDYwIDYxLjEzNDc3NywgMjAxMC8wMi8xMi0xNzozMjowMCAgICAgICAgIj4gPHJkZjpSREYgeG1sbnM6cmRmPSJodHRwOi8vd3d3LnczLm9yZy8xOTk5LzAyLzIyLXJkZi1zeW50YXgtbnMjIj4gPHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9IiIgeG1sbnM6eG1wPSJodHRwOi8vbnMuYWRvYmUuY29tL3hhcC8xLjAvIiB4bWxuczp4bXBNTT0iaHR0cDovL25zLmFkb2JlLmNvbS94YXAvMS4wL21tLyIgeG1sbnM6c3RSZWY9Imh0dHA6Ly9ucy5hZG9iZS5jb20veGFwLzEuMC9zVHlwZS9SZXNvdXJjZVJlZiMiIHhtcDpDcmVhdG9yVG9vbD0iQWRvYmUgUGhvdG9zaG9wIENTNSBXaW5kb3dzIiB4bXBNTTpJbnN0YW5jZUlEPSJ4bXAuaWlkOkEzQjgzRjRDRTlEQjExRTJBODYwRkVCQzZDODQ0MkUxIiB4bXBNTTpEb2N1bWVudElEPSJ4bXAuZGlkOkEzQjgzRjRERTlEQjExRTJBODYwRkVCQzZDODQ0MkUxIj4gPHhtcE1NOkRlcml2ZWRGcm9tIHN0UmVmOmluc3RhbmNlSUQ9InhtcC5paWQ6QTNCODNGNEFFOURCMTFFMkE4NjBGRUJDNkM4NDQyRTEiIHN0UmVmOmRvY3VtZW50SUQ9InhtcC5kaWQ6QTNCODNGNEJFOURCMTFFMkE4NjBGRUJDNkM4NDQyRTEiLz4gPC9yZGY6RGVzY3JpcHRpb24+IDwvcmRmOlJERj4gPC94OnhtcG1ldGE+IDw/eHBhY2tldCBlbmQ9InIiPz7ypXxnAAABLUlEQVR42mL8//8/AwiwrFixAsRiBAggRgwRgABiXL58OUgAxNkAxBOZGBAgAIj3AwQQXA8MwPSCgCMQ+7NAOYxQ+gDMDJCq/SAaIIBgtoDAfCBOYEADIB39UB0JUKNQMEiBAQMewAJ1DcyK/+gKAAIIwx8YJgD9BaIVgPg+LisSoMbDQCPIv0DsAMT8LEiSF4DYEEnhAZg3YaAQmxXICupxKVgAZTtAvXkfFswgMZCCRKjdH6AKFaCKwe4ACDDkuEAGAtAI94dqwBbaIAMvsKClkPlQzcQAAZgTQTa8B+L1aJpBaVAQWwJAxixYNDJA/b2AGGcw4fEfA7EGJGIRB7nqPDRccAGQxQKweAT5ZwIWBeuh8YkNgyz4wIKWlArRbUCKcwakNAny4gMQBwB45lFXOa76PwAAAABJRU5ErkJggg==)](https://code.csdn.net/snippets/199406)

1. #include <iostream>
2. #include <cstdio>
3. #include <fstream>
4. #include <algorithm>
5. #include <cmath>
6. #include <deque>
7. #include <vector>
8. #include <list>
9. #include <queue>
10. #include <string>
11. #include <cstring>
12. #include <map>
13. #include <stack>
14. #include <set>
15. #define PI acos(-1.0)
16. #define mem(a,b) memset(a,b,sizeof(a))
17. #define sca(a) scanf("%d",&a)
18. #define pri(a) printf("%d\n",a)
19. #define f(i,a,n) for(i=a;i<n;i++)
20. #define F(i,a,n) for(i=a;i<=n;i++)
21. #define MM 1000002
22. #define MN 3005
23. #define INF 16843009000000
24. **using** **namespace** std;
25. **typedef** **long** **long** ll;
26. **int** main()
27. {
28. string s,s1,s2,s3;
29. **int** a,b,c,d;
30. cin>>s;
31. a=s.find("+"); //"+"的左边有多少个"|"
32. s1=s.substr(0,a); //取出"+"左边的所有"|"，下同
33. b=s.find("=")-a-1;
34. s2=s.substr(a+1,b);
35. c=a+b; //左边总共的"|"
36. d=s.size()-s.find("=")-1; //右边总共的"|"
37. s3=s.substr(s.find("=")+1,d);
38. **if**(c==d) cout<<s<<endl;
39. **else** **if**(abs(c-d)!=2) puts("Impossible");
40. **else** **if**(abs(c-d)==2)
41. {
42. **if**(c-d==2)
43. {
44. **if**(a==1) cout<<s1<<'+'<<s2.substr(0,b-1);
45. **else** cout<<s1.substr(0,a-1)<<'+'<<s2;
46. cout<<'='<<s3<<'|'<<endl;
47. }
48. **else** cout<<s1<<"|+"<<s2<<'='<<s3.substr(0,d-1)<<endl;
49. }
50. **return** 0;
51. }

string

string类的查找函数：

#include <string>

#include <iostream>

using namespace std;

int find(char c, int pos = 0) const;//从pos开始查找字符c在当前字符串的位置

int find(const char \*s, int pos = 0) const;//从pos开始查找字符串s在当前串中的位置

int find(const char \*s, int pos, int n) const;//从pos开始查找字符串s中前n个字符在当前串中的位置

int find(const string &s, int pos = 0) const;//从pos开始查找字符串s在当前串中的位置

//查找成功时返回所在位置，失败返回string::npos的值

int rfind(char c, int pos = npos) const;//从pos开始从后向前查找字符c在当前串中的位置

int rfind(const char \*s, int pos = npos) const;

int rfind(const char \*s, int pos, int n = npos) const;

int rfind(const string &s,int pos = npos) const;

//从pos开始从后向前查找字符串s中前n个字符组成的字符串在当前串中的位置，成功返回所在位置，失败时返回string::npos的值

int find\_first\_of(char c, int pos = 0) const;//从pos开始查找字符c第一次出现的位置

int find\_first\_of(const char \*s, int pos = 0) const;

int find\_first\_of(const char \*s, int pos, int n) const;

int find\_first\_of(const string &s,int pos = 0) const;

//从pos开始查找当前串中第一个在s的前n个字符组成的数组里的字符的位置。查找失败返回string::npos

int find\_first\_not\_of(char c, int pos = 0) const;

int find\_first\_not\_of(const char \*s, int pos = 0) const;

int find\_first\_not\_of(const char \*s, int pos,int n) const;

int find\_first\_not\_of(const string &s,int pos = 0) const;

//从当前串中查找第一个不在串s中的字符出现的位置，失败返回string::npos

int find\_last\_of(char c, int pos = npos) const;

int find\_last\_of(const char \*s, int pos = npos) const;

int find\_last\_of(const char \*s, int pos, int n = npos) const;

int find\_last\_of(const string &s,int pos = npos) const;

int find\_last\_not\_of(char c, int pos = npos) const;

int find\_last\_not\_of(const char \*s, int pos = npos) const;

int find\_last\_not\_of(const char \*s, int pos, int n) const;

int find\_last\_not\_of(const string &s,int pos = npos) const;

//find\_last\_of和find\_last\_not\_of与find\_first\_of和find\_first\_not\_of相似，只不过是从后向前查找

string类的替换函数：

string &replace(int p0, int n0,const char \*s);//删除从p0开始的n0个字符，然后在p0处插入串s

string &replace(int p0, int n0,const char \*s, int n);//删除p0开始的n0个字符，然后在p0处插入字符串s的前n个字符

string &replace(int p0, int n0,const string &s);//删除从p0开始的n0个字符，然后在p0处插入串s

string &replace(int p0, int n0,const string &s, int pos, int n);//删除p0开始的n0个字符，然后在p0处插入串s中从pos开始的n个字符

string &replace(int p0, int n0,int n, char c);//删除p0开始的n0个字符，然后在p0处插入n个字符c

string &replace(iterator first0, iterator last0,const char \*s);//把[first0，last0）之间的部分替换为字符串s

string &replace(iterator first0, iterator last0,const char \*s, int n);//把[first0，last0）之间的部分替换为s的前n个字符

string &replace(iterator first0, iterator last0,const string &s);//把[first0，last0）之间的部分替换为串s

string &replace(iterator first0, iterator last0,int n, char c);//把[first0，last0）之间的部分替换为n个字符c

string &replace(iterator first0, iterator last0,const\_iterator first, const\_iterator last);//把[first0，last0）之间的部分替换成[first，last）之间的字符串

string类的插入函数：

string &insert(int p0, const char \*s);

string &insert(int p0, const char \*s, int n);

string &insert(int p0,const string &s);

string &insert(int p0,const string &s, int pos, int n);

//前4个函数在p0位置插入字符串s中pos开始的前n个字符

string &insert(int p0, int n, char c);//此函数在p0处插入n个字符c

iterator insert(iterator it, char c);//在it处插入字符c，返回插入后迭代器的位置

void insert(iterator it, const\_iterator first, const\_iterator last);//在it处插入[first，last）之间的字符

void insert(iterator it, int n, char c);//在it处插入n个字符c

string类的删除函数

iterator erase(iterator first, iterator last);//删除[first，last）之间的所有字符，返回删除后迭代器的位置

iterator erase(iterator it);//删除it指向的字符，返回删除后迭代器的位置

string &erase(int pos = 0, int n = npos);//删除pos开始的n个字符，返回修改后的字符串

### 4 list

#include<iostream>

#include<cstdio>

#include<queue>

#include<cstring>

#include<string>

#include<list>

#include<cmath>

#include<algorithm>

#include<assert.h>

#include<stdlib.h>

#include<time.h>

#include<set>

#include<stack>

#include<vector>

#include<map>

#define pi acos(-1.0)

#define inf 1<<20

#define debug puts("\*\*\*\*\*\*\*\*\*\*")

#define mx 200005

typedef long long ll;

using namespace std;

int main()

{

    char c;

    while(~scanf("%c",&c))

    {

        list<char>s;

        list<char>::iterator it=s.begin();

        if(!(c=='['||c==']'))

        {

            s.insert(it++,c);

        }

        while(~scanf("%c",&c))

        {

            if(c=='\n')break;

            if(c=='[')

                it=s.begin();

            else

                if(c==']')

                it=s.end();

            else

                s.insert(it,c);

        }

        for(list<char>::iterator i=s.begin(); i!=s.end(); i++)

            cout<<\*i;

        cout<<endl;

    }

}

### 5 unique 和 unique\_copy

类属性算法unique的作用是从输入序列中“**删除”所有相邻的重复元素**。

该算法删除相邻的重复元素，然后重新排列输入范围内的元素，并且返回一个迭代器（容器的长度没变，只是元素顺序改变了），表示无重复的值范围得结束。

在STL中unique函数是一个去重函数， unique的功能是去除相邻的重复元素(只保留一个),其实它并不真正把重复的元素删除，是把重复的元素移到后面去了，然后依然保存到了原数组中，然后 返回去重后最后一个元素的地址，因为unique去除的是相邻的重复元素，所以一般用之前都会要排一下序。

#include <iostream>

#include <cassert>

#include <algorithm>

#include <vector>

#include <string>

#include <iterator>

 using namespace std;

 int main()

{

    //cout<<"Illustrating the generic unique algorithm."<<endl;

    const int N=11;

    int array1[N]={1,2,0,3,3,0,7,7,7,0,8};

    vector<int> vector1;

    for (int i=0;i<N;++i)

        vector1.push\_back(array1[i]);

    vector<int>::iterator new\_end;

    new\_end=unique(vector1.begin(),vector1.end());    //"删除"相邻的重复元素

    assert(vector1.size()==N);

    vector1.erase(new\_end,vector1.end());  //删除（真正的删除）重复的元素

    copy(vector1.begin(),vector1.end(),ostream\_iterator<int>(cout," "));

    cout<<endl;

    return 0;

}

**unique\_copy**

算法标准库定义了一个名为unique\_copy的函数，其操作类似于unique。

唯一的区别在于：**前者接受第三个迭代器实参，用于指定复制不重复元素的目标序列。**

**unique\_copy根据字面意思就是去除重复元素再执行copy运算。**

**//使用unique\_copy算法**

**//将一个list对象中不重复的元素赋值到一个空的vector对象中**

**#include<iostream>**

**#include<list>**

**#include<vector>**

**#include<algorithm>**

**using namespace std;**

**int main()**

**{**

**int ia[7] = {5 , 2 , 2 , 2 , 100 , 5 , 2};**

**list<int> ilst(ia , ia + 7);**

**vector<int> ivec;**

**//将list对象ilst中不重复的元素复制到空的vector对象ivec中**

**//sort(ilst.begin() , ilst.end());  //不能用此种排序，会报错**

**ilst.sort();  //在进行复制之前要先排序，切记**

**unique\_copy(ilst.begin() , ilst.end() , back\_inserter(ivec));**

**//输出vector容器**

**cout<<"vector: "<<endl;**

**for(vector<int>::iterator iter = ivec.begin() ; iter != ivec.end() ; ++iter)**

**cout<<\*iter<<" ";**

**cout<<endl;**

**return 0;**

**}**

### 6 vector

vector<int> v;

vector<int> v(10);

vector<int> v(10,0);

v.push\_back(2);

v[1],v[2];

vector<int>::iterator it;

for(it=v.begin(); it!=v.end(); it++)

{

   cout<<\*it<<" ";

}

排序 sort(v.begin(),v.end());

清空 v.clear();

大小 v.size();vector容器是一个模板类，可以存放任何类型的对象（但必须是同一类对象）。vector对象可以在运行时高效地添加元素，并且vector中元素是连续存储的。  
vector的构造  
  
函数原型：  
template<typename T>  
 explicit vector(); // 默认构造函数，vector对象为空  
 explicit vector(size\_type n, const T& v = T()); // 创建有n个元素的vector对象  
 vector(const vector& x);  
 vector(const\_iterator first, const\_iterator last);  
  
注：vector容器内存放的所有对象都是经过初始化的。如果没有指定存储对象的初始值，那么对于内置类型将用0初始化，对于类类型将调用其默认构造函数进行初始化（如果有其它构造函数而没有默认构造函数，那么此时必须提供元素初始值才能放入容器中）。  
  
举例：  
vector<string> v1; // 创建空容器，其对象类型为string类  
vector<string> v2(10); // 创建有10个具有初始值（即空串）的string类对象的容器  
vector<string> v3(5, "hello"); // 创建有5个值为“hello”的string类对象的容器  
vector<string> v4(v3.begin(), v3.end()); // v4是与v3相同的容器（完全复制）  
  
vector的操作（下面的函数都是成员函数）  
  
bool empty() const; // 如果为容器为空，返回true；否则返回false  
size\_type max\_size() const; // 返回容器能容纳的最大元素个数  
size\_type size() const; // 返回容器中元素个数   
size\_type capacity() const; // 容器能够存储的元素个数，有：capacity() >= size()   
void reserve(size\_type n); // 确保capacity() >= n  
void resize(size\_type n, T x = T()); // 确保返回后，有：size() == n；如果之前size()<n，那么用元素x的值补全。  
  
reference front(); // 返回容器中第一个元素的引用（容器必须非空）  
const\_reference front() const;   
reference back(); // 返回容器中最后一个元素的引用（容器必须非空）  
const\_reference back() const;  
  
reference operator[](size\_type pos); // 返回下标为pos的元素的引用（下标从0开始；如果下标不正确，则属于未定义行为。  
const\_reference operator[](size\_type pos) const;   
reference at(size\_type pos); // 返回下标为pos的元素的引用；如果下标不正确，则抛出异常out\_of\_range  
const\_reference at(size\_type pos) const;  
  
void push\_back(const T& x); // 向容器末尾添加一个元素   
void pop\_back(); // 弹出容器中最后一个元素（容器必须非空）  
  
// 注：下面的插入和删除操作将发生元素的移动（为了保持连续存储的性质），所以之前的迭代器可能失效  
iterator insert(iterator it, const T& x = T()); // 在插入点元素之前插入元素（或者说在插入点插入元素）  
void insert(iterator it, size\_type n, const T& x); // 注意迭代器可能不再有效（可能重新分配空间）  
void insert(iterator it, const\_iterator first, const\_iterator last);  
  
iterator erase(iterator it); // 删除指定元素，并返回删除元素后一个元素的位置（如果无元素，返回end()）  
iterator erase(iterator first, iterator last); // 注意：删除元素后，删除点之后的元素对应的迭代器不再有效。  
  
void clear() const; // 清空容器，相当于调用erase( begin(), end())  
  
void assign(size\_type n, const T& x = T()); // 赋值，用指定元素序列替换容器内所有元素  
void assign(const\_iterator first, const\_iterator last);  
  
const\_iterator begin() const; // 迭代序列  
iterator begin();  
const\_iterator end() const;  
iterator end();  
  
const\_reverse\_iterator rbegin() const;  
reverse\_iterator rbegin();  
const\_reverse\_iterator rend() const;   
reverse\_iterator rend();  
  
vector对象的比较（非成员函数）  
  
 针对vector对象的比较有六个比较运算符：operator==、operator!=、operator<、operator<=、operator>、operator>=。  
  
 其中，对于operator==和operator!=，如果vector对象拥有相同的元素个数，并且对应位置的元素全部相等，则两个vector对象相等；否则不等。  
 对于operator<、operator<=、operator>、operator>=，采用字典排序策略比较。  
  
注：其实只需要实现operator==和operator!=就可以了，其它可以根据这两个实现。因为，operator!= (lhs, rhs) 就是 !(lhs == rhs)，operator<=(lhs, rhs) 就是 !(rhs < lhs)，operator>(lhs, rhs) 就是 (rhs < lhs)，operator>=（lhs, rhs) 就是 !(lhs, rhs)。  
  
vector类的迭代器  
  
 vector类的迭代器除了支持通用的前缀自增运算符外，还支持算术运算：it + n、it - n、it2 - it1。注意it2 - it1返回值为difference\_type（signed类型）。  
  
 注意，任何改变容器大小的操作都可能造成以前的迭代器失效。  
  
应用示例  
  
#include <iostream>  
#include <cassert>  
#include <vector>  
  
using namespace std;  
  
int main()  
{  
 vector<string> v(5, "hello");  
 vector<string> v2(v.begin(), v.end());  
  
 assert(v == v2);  
  
 cout<<"> Before operation"<<endl;  
 for(vector<string>::const\_iterator it = v.begin(); it < v.end(); ++it)  
 cout<<\*it<<endl;  
  
 v.insert(v.begin() + 3, 4, "hello, world");  
 cout<<"> After insert"<<endl;  
 for(vector<string>::size\_type i = 0; i < v.size(); ++i)  
 cout<<v[i]<<endl;  
  
 vector<string>::iterator it = v.erase(v.begin() + 3, v.begin() + 6);  
 assert(\*it == "hello, world");  
 cout<<"> After erase"<<endl;  
 for(vector<string>::size\_type i = 0; i != v.size(); ++i)  
 cout<<v[i]<<endl;  
  
 assert(v.begin() + v.size() == v.end());  
 assert(v.end() - v.size() == v.begin());  
 assert(v.begin() - v.end() == -vector<string>::difference\_type(v.size()));  
  
 return 0;  
}  
程序说明：上面程序中用了三个循环输出容器中的元素，每个循环的遍历方式是不一样的。特别需要说明的是，第二个循环在条件判断中使用了size() 函数，而不是在循环之前先保存在变量中再使用。之所以这样做，有两个原因：其一，如果将来在修改程序时，在循环中修改了容器元素个数，这个循环仍然能很好 地工作，而如果先保存size()函数值就不正确了；其二，由于这些小函数（其实现只需要一条返回语句）基本上都被声明为inline，所以不需要考虑效率问题。

### 7 next\_permutation and prev\_permutation

next\_permutation

（1）如果给你组数：1 2 3 4 5

（2）如果给出的条件是让你从小到大求出下一个排列，当然就是：1 2 3 5 4

（3）如果再下一个就是：1 2 4 3 5   ；再下一个是：1 2 4 5 3

（4）如果问你求的是下n个排列是什么？你该怎么快速求出呢？？？

当然，在（2）中的答案可以从（1）中的倒数第一位与第二位比较，如果倒数第一位比第二位大，那么交换位置，然后下一个排列就是交换后的了，即：1 2 3 5 4；

然后依次下去用这种思想可以求出下面的排列……

但是你想想每位都要比较判断，如果相等又往前推，依次这样的话，判断语句又多，代码也不会短，你不烦我还烦呢……  ^\_^  嘿嘿，想偷懒就得想个法子解决问题……

所以懒也是有原因的……next\_permutation出场的时候就到了……

使用方法： next\_permutation(数组头地址，数组尾地址); 若下一个排列存在，则返回真，如果不存在则返回假。

举例：（1）数据数组

Int a[6]={1,2,3,5,4};

If(next\_permutation(a,a+5))

{

for(int i=0;i<5;i++)

cout<<a[i]<<‘ ‘;

}

输出：1 2 4 5 3;也就是1 2 3 5 4的下一个排列咯，是不是很快……

（2）字符串（字母数组）

String str=“abcde”;  //输出下5个排列

Int k=0;

While(next\_permutation(str.begin(),str.end())) //begin()与end()是string类的迭代器

{

k++;

cout<<str<<endl;

if(k==5) break;

}

输出：

abced

abdce

abdec

abecd

Abedc

问题又来了，既然next\_permutation可以求下一个排列，那有没有函数可以求上一个排列的？当然有啦！就是prev\_permutation。用法与next\_permutation是一样的。

例：

String str=“abecd”;

if(prev\_permutation(str.begin(),str.end())) cout<<str<<endl;

输出：abdec; //看上面例子

### 8 stack

stack栈

Stack<int>s;

包含以下几个成员函数：  
s.empty() 判断栈是否为空

s.push() 在栈顶增加元素

s.top() 返回栈顶元素   
s.pop() 删除栈顶元素  
s.size() 返回栈中元素数目

#include <iostream>

#include <stack>

using namespace std;

int main()

{

    stack<int>s;

    for(int i=1;i<10;i++) s.push(i); //入栈

    cout<<s.size()<<endl; //栈中有多少元素

    while(!s.empty())

    {cout<<s.top()<<' '; //读取栈顶元素

        s.pop();//删除栈顶元素

    }

    return 0;

}

### 9 queue

stack栈

Stack<int>s;

包含以下几个成员函数：  
s.empty() 判断栈是否为空

s.push() 在栈顶增加元素

s.top() 返回栈顶元素   
s.pop() 删除栈顶元素  
s.size() 返回栈中元素数目

#include <iostream>

#include <stack>

using namespace std;

int main()

{

    stack<int>s;

    for(int i=1;i<10;i++) s.push(i); //入栈

    cout<<s.size()<<endl; //栈中有多少元素

    while(!s.empty())

    {cout<<s.top()<<' '; //读取栈顶元素

        s.pop();//删除栈顶元素

    }

    return 0;

}

## 3 基本算法

### 1 二分

///二分（单调增）

double l=0,r=100,mid;

while(r-l>eps)

{

mid=(l+r)/2;

if (f(mid)>0)

r=mid;

else

l=mid;

}

///二分（精确binary\_search）

int l=0,r=10000,mid;

while(l<=r)

{

mid=l+r>>1;

if (a[mid]>key)

r=mid-1;

else if (a[mid]<key)

l=mid+1;

else

break;

}

if (a[mid]==key);

///二分（lower\_bound）

int l=0,r=10000,mid;

while(l<r)

{

mid=l+r>>1;

if (a[mid]>=key)

r=mid;

else if (a[mid]<key)

l=mid+1;

}

if (a[l]==key);

### 2 三分

///（极小值）

double left,right,mid1,mid2;

left=-1e7;

right=1e7;

while(fabs(left-right)>eps)

{

mid1=(left+right)/2;

mid2=(mid1+right)/2;

if (f(mid1)<f(mid2))

right=mid2;

else

left=mid1;

}

## 4 数据结构

### 1 树桩数组

//一定要给N赋值，一定要清空数组

int N;

const int NV=100005;

int c[NV];

inline int lowbit(int t)

{

    return t&(-t);

}

void update(int x,int v)

{

    while(x<=N)

    {

        c[x]+=v;

        x+=lowbit(x);

    }

}

int query(int x)

{

    int ans=0;

    while(x>0)

    {

        ans+=c[x];

        x-=lowbit(x);

    }

    return ans;

}

int findkth(int k)

{

    int idx = 0;

    for(int i=20; i>=0; i--)

    {

        idx |= 1 << i;

        if(idx <= N && c[idx] < k)

            k -= c[idx];

        else idx ^= 1 << i;

    }

    return idx + 1;

}

**A - 敌兵布阵**

**Time Limit:**1000MS     **Memory Limit:**32768KB     **64bit IO Format:**%I64d & %I64u

Submit [Status](http://acm.hust.edu.cn/vjudge/contest/view.action?cid=78286#status//A/0) [Practice](http://acm.hust.edu.cn/vjudge/problem/viewProblem.action?id=16216) [HDU 1166](http://acm.hust.edu.cn/vjudge/problem/visitOriginUrl.action?id=16216)

**Description**

C国的死对头A国这段时间正在进行军事演习，所以C国间谍头子Derek和他手下Tidy又开始忙乎了。A国在海岸线沿直线布置了N个工兵营地,Derek和Tidy的任务就是要监视这些工兵营地的活动情况。由于采取了某种先进的监测手段，所以每个工兵营地的人数C国都掌握的一清二楚,每个工兵营地的人数都有可能发生变动，可能增加或减少若干人手,但这些都逃不过C国的监视。   
中央情报局要研究敌人究竟演习什么战术,所以Tidy要随时向Derek汇报某一段连续的工兵营地一共有多少人,例如Derek问:“Tidy,马上汇报第3个营地到第10个营地共有多少人!”Tidy就要马上开始计算这一段的总人数并汇报。但敌兵营地的人数经常变动，而Derek每次询问的段都不一样，所以Tidy不得不每次都一个一个营地的去数，很快就精疲力尽了，Derek对Tidy的计算速度越来越不满:"你个死肥仔，算得这么慢，我炒你鱿鱼!”Tidy想：“你自己来算算看，这可真是一项累人的工作!我恨不得你炒我鱿鱼呢!”无奈之下，Tidy只好打电话向计算机专家Windbreaker求救,Windbreaker说：“死肥仔，叫你平时做多点acm题和看多点算法书，现在尝到苦果了吧!”Tidy说："我知错了。。。"但Windbreaker已经挂掉电话了。Tidy很苦恼，这么算他真的会崩溃的，聪明的读者，你能写个程序帮他完成这项工作吗？不过如果你的程序效率不够高的话，Tidy还是会受到Derek的责骂的.

**Input**

第一行一个整数T，表示有T组数据。   
每组数据第一行一个正整数N（N<=50000）,表示敌人有N个工兵营地，接下来有N个正整数,第i个正整数ai代表第i个工兵营地里开始时有ai个人（1<=ai<=50）。   
接下来每行有一条命令，命令有4种形式：   
(1) Add i j,i和j为正整数,表示第i个营地增加j个人（j不超过30）   
(2)Sub i j ,i和j为正整数,表示第i个营地减少j个人（j不超过30）;   
(3)Query i j ,i和j为正整数,i<=j，表示询问第i到第j个营地的总人数;   
(4)End 表示结束，这条命令在每组数据最后出现;   
每组数据最多有40000条命令

**Output**

对第i组数据,首先输出“Case i:”和回车,   
对于每个Query询问，输出一个整数并回车,表示询问的段中的总人数,这个数保持在int以内。

**Sample Input**

1

10

1 2 3 4 5 6 7 8 9 10

Query 1 3

Add 3 6

Query 2 7

Sub 10 2

Add 6 3

Query 3 10

End

**Sample Output**

Case 1:

6

33

59

#include<iostream>

#include<cstdio>

#include<queue>

#include<cstring>

#include<string>

#include<cmath>

#include<algorithm>

#include<assert.h>

#include<stdlib.h>

#include<time.h>

#include<set>

#include<stack>

#include<vector>

#include<map>

#define pi acos(-1.0)

#define inf 1<<20

#define debug puts("\*\*\*\*\*\*\*\*\*\*");

#define mem(x) memset(x,0,sizeof(x))

typedef long long ll;

using namespace std;

const int mod = 1e9+7;

const int maxn= 100010;

ll ans = 0;

int a[maxn]= {0};

int temp[maxn]= {0};

void Merge(int l,int m,int r)

{

    int i=l,j=m+1,k=l;

    while(i<=m&&j<=r)

    {

        if(a[i]>a[j])

        {

            temp[k++]=a[j++];

            ans+=m-i+1;

            //printf("l=%d m=%d r=%d i=%d j=%d a[i]=%d a[j]=%d\n",l,m,r,i,j-1,a[i],a[j]);

        }

        else

        {

            temp[k++]=a[i++];

        }

    }

    while(i<=m)temp[k++]=a[i++];

    while(j<=r)temp[k++]=a[j++];

    for(i=l; i<=r; i++)

        a[i]=temp[i];

}

void Merge\_sort(int l,int r)

{

    if(l<r)

    {

        int m=(l+r)/2;

        Merge\_sort(l,m);

        Merge\_sort(m+1,r);

        Merge(l,m,r);

    }

}

int main()

{

    int T,I;

    scanf("%d",&T);

    for(I=1; I<=T; I++)

    {

        mem(a);

        mem(temp);

        ans=0;

        int n;

        scanf("%d",&n);

        int i;

        for(i=0; i<n; i++)

            scanf("%d",a+i);

        Merge\_sort(0,n-1);

        printf("Scenario #%d:\n%I64d\n\n",I,ans);

    }

}

#include<iostream>

#include<cstdio>

#include<queue>

#include<cstring>

#include<string>

#include<cmath>

#include<algorithm>

#include<assert.h>

#include<stdlib.h>

#include<time.h>

#include<stack>

#include<vector>

#include<map>

#define pi acos(-1.0)

#define inf 1<<29

typedef long long ll;

using namespace std;

int n,num=1;

int c[50005];

int lowbit(int x)

{

    return x&(-x);

}

void  update(int i,  int x)

{

    while(i<=n)  {c[i] = c[i]+x; i += lowbit(i);}

}

int sum(int i)

{

    int  ans = 0;

    while(i>0) { ans += c[i]; i -= lowbit(i);}

    return ans;

}

int main()

{

    int t,i,j,l;

    scanf("%d",&t);

    while(t--)

    {

        scanf("%d",&n);

        memset(c,0,sizeof(c));

        for(i=1;i<=n;i++)

        {

            scanf("%d",&l);

            update(i,l);

        }

        printf("Case %d:\n",num++);

        char s[10];

        while(scanf("%s",s)!=EOF)

        {

            if(s[0]=='E')break;scanf("%d%d",&i,&j);

            switch(s[0])

            {

                case 'A':update(i,j);break;

                case 'S':update(i,-j);break;

                case 'Q':printf("%d\n",sum(j)-sum(i-1));break;

                default : printf("wrroy");

            }

        }

    }

    return 0;

}

二维：

#include<stdio.h>

#include<string.h>

#include<iostream>

using namespace std;

#define N 505

int a[N][N];

int sum[N][N];

int n,m,q;

int lowbit(int x)

{

return x&(-x);

}

void update(int x,int y,int k)

{

for(int i=x;i<=n;i+=lowbit(i)){

for(int j=y;j<=m;j+=lowbit(j)){

sum[i][j]^=k;

}

}

}

int query(int x,int y)

{

int ans=0;

for(int i=x;i>0;i-=lowbit(i)){

for(int j=y;j>0;j-=lowbit(j)){

ans^=sum[i][j];

}

}

return ans;

}

int main()

{

int T,x1,x2,y1,y2,k;

scanf("%d",&T);

while(T--){

memset(sum,0,sizeof(sum));

scanf("%d%d%d",&n,&m,&q);

for(int i=1;i<=n;i++){

for(int j=1;j<=m;j++){

scanf("%d",&a[i][j]);

update(i,j,a[i][j]);

}

}

while(q--){

scanf("%d",&k);

if(k==1){

scanf("%d %d %d %d", &x1, &y1, &x2, &y2);

int ans = 0;

ans ^= query(x2, y2);

if(y1 > 1) ans ^= query(x2, y1 - 1);

if(x1 > 1) ans ^= query(x1 - 1, y2);

if(x1 > 1 && y1 > 1) ans ^= query(x1 - 1, y1 - 1);

if(ans == 0) {

printf("No\n");

} else {

printf("Yes\n");

}

}

else{

scanf("%d%d%d",&x1,&y1,&x2);

update(x1,y1,a[x1][y1]^x2);

a[x1][y1]=x2;

}

}

}

return 0;

}

### 2 RMQ

/\*

下标从1开始

\*/

const int NV = 255;

const int NVB = 20;

int mx[NV][NVB],mn[NV][NVB],a[NV];

void init(int data[],int n)

{

    int k = log2(n);

    for(int i=1; i<=n; i++)

        mx[i][0] = mn[i][0] = data[i];

    for(int j=1; j<=k; j++)

    {

        for(int i=1; i+(1<<j)-1<=n; i++)

        {

            mx[i][j] = max(mx[i][j-1],mx[i+(1<<(j-1))][j-1]);

            mn[i][j] = min(mn[i][j-1],mn[i+(1<<(j-1))][j-1]);

        }

    }

}

int query(int l,int r,int flag)

{

    int k = log2(r-l+1);

    if(flag)

        return max(mx[l][k],mx[r-(1<<k)+1][k]);

    else

        return min(mn[l][k],mn[r-(1<<k)+1][k]);

}

二维

int val[255][255];

int mm[255];

int dpmin[255][255][8][8];//最小值

int dpmax[255][255][8][8];//最大值

void initRMQ(int n,int m)

{

    for(int i = 1;i <= n;i++)

        for(int j = 1;j <= m;j++)

            dpmin[i][j][0][0] = dpmax[i][j][0][0] = val[i][j];

    for(int ii = 0; ii <= mm[n]; ii++)

        for(int jj = 0; jj <= mm[m]; jj++)

            if(ii+jj)

                for(int i = 1; i + (1<<ii) - 1 <= n; i++)

                    for(int j = 1; j + (1<<jj) - 1 <= m; j++)

                    {

                        if(ii)

                        {

                            dpmin[i][j][ii][jj] = min(dpmin[i][j][ii-1][jj],dpmin[i+(1<<(ii-1))][j][ii-1][jj]);

                            dpmax[i][j][ii][jj] = max(dpmax[i][j][ii-1][jj],dpmax[i+(1<<(ii-1))][j][ii-1][jj]);

                        }

                        else

                        {

                            dpmin[i][j][ii][jj] = min(dpmin[i][j][ii][jj-1],dpmin[i][j+(1<<(jj-1))][ii][jj-1]);

                            dpmax[i][j][ii][jj] = max(dpmax[i][j][ii][jj-1],dpmax[i][j+(1<<(jj-1))][ii][jj-1]);

                        }

                    }

}

//查询矩形的最大值

int rmq1(int x1,int y1,int x2,int y2)

{

    int k1 = mm[x2-x1+1];

    int k2 = mm[y2-y1+1];

    x2 = x2 - (1<<k1) + 1;

    y2 = y2 - (1<<k2) + 1;

    return max(max(dpmax[x1][y1][k1][k2],dpmax[x1][y2][k1][k2]),max(dpmax[x2][y1][k1][k2],dpmax[x2][y2][k1][k2]));

}

//查询矩形的最小值

int rmq2(int x1,int y1,int x2,int y2)

{

    int k1 = mm[x2-x1+1];

    int k2 = mm[y2-y1+1];

    x2 = x2 - (1<<k1) + 1;

    y2 = y2 - (1<<k2) + 1;

    return min(min(dpmin[x1][y1][k1][k2],dpmin[x1][y2][k1][k2]),min(dpmin[x2][y1][k1][k2],dpmin[x2][y2][k1][k2]));

}

### 3 线段树

#include <stdio.h>  
#include <math.h>  
#include <iostream>  
  
using namespace std;  
#define lson l,m,rt<<1  
#define rson m+1,r,rt<<1|1  
const int NV = 100005;  
#define INF 0x3f3f3f3f  
int n,m;  
  
  
struct node  
{  
    long long oo,oj,jo,jj;  
    node():oo(-INF),oj(-INF),jj(-INF),jo(-INF) {}  
}sum[NV<<2];  
  
long long max(long long a,long long b)  
{  
    if(a > b) return a;  
    else return b;  
}  
  
void PushUp(int rt)  
{  
    sum[rt].jj = max(max(sum[rt<<1].jj,sum[rt<<1|1].jj),max(sum[rt<<1].jj+sum[rt<<1|1].oj,sum[rt<<1].jo+sum[rt<<1|1].jj));  
  
    sum[rt].oo = max(max(sum[rt<<1].oo,sum[rt<<1|1].oo),max(sum[rt<<1].oo+sum[rt<<1|1].jo,sum[rt<<1].oj+sum[rt<<1|1].oo));  
  
    sum[rt].jo = max(max(sum[rt<<1].jo,sum[rt<<1|1].jo),max(sum[rt<<1].jj+sum[rt<<1|1].oo,sum[rt<<1].jo+sum[rt<<1|1].jo));  
  
    sum[rt].oj = max(max(sum[rt<<1].oj,sum[rt<<1|1].oj),max(sum[rt<<1].oo+sum[rt<<1|1].jj,sum[rt<<1].oj+sum[rt<<1|1].oj));  
  
  
}  
void build(int l,int r,int rt=1)  
{  
    if (l == r)  
    {  
        if(l % 2 == 1)  
        {  
        scanf("%I64d",&sum[rt].jj);  
        sum[rt].oo = sum[rt].jo = sum[rt].oj = -INF;  
  
        }  
        else  
        {  
            scanf("%I64d",&sum[rt].oo);  
            sum[rt].jj = sum[rt].oj = sum[rt].jo = -INF;  
  
        }  
            //此处为sum[rt]赋值，即为scanf("%d",&sum[rt]);  
        return ;  
    }  
    int m = (l + r) >> 1;  
    build(lson);  
    build(rson);  
    PushUp(rt);  
}  
void update(long long L,long long c,int l,int r,int rt=1)  //L为插入位置，c为增加的值  
{  
    if (L == l && l == r)  
    {  
  
        if(l % 2 == 1)  
        {  
            sum[rt].jj = c;  
            sum[rt].oj = sum[rt].oo = sum[rt].jo = -INF;  
        }  
        else  
        {  
            sum[rt].oo = c;  
            sum[rt].jj = sum[rt].oj = sum[rt].jo = -INF;  
        }  
        return ;  
    }  
    int m = (l + r) >> 1;  
    if (L <= m) update(L , c , lson);  
    else update(L , c , rson);  
    PushUp(rt);  
}  
  
  
  
node query(long long  L,long long R,int l,int r,int rt=1)//(L,R)为要查询的区间  
{  
    node temp,ltemp,rtemp;  
    if (L <= l && r <= R)  
        {  
            temp.jj = sum[rt].jj;  
            temp.oo = sum[rt].oo;  
            temp.oj = sum[rt].oj;  
            temp.jo = sum[rt].jo;  
            return temp;  
        }  
    int m = (l + r) >> 1;  
    if (L <= m) ltemp = query(L , R , lson);  
    if (m < R) rtemp = query(L , R , rson);      //注：两个判断都为if  
  
     temp.jj=max(max(max(ltemp.jj+rtemp.oj,ltemp.jo+rtemp.jj),ltemp.jj),rtemp.jj);  
     temp.oo=max(max(max(ltemp.oo+rtemp.jo,ltemp.oj+rtemp.oo),ltemp.oo),rtemp.oo);  
     temp.jo=max(max(max(ltemp.jo+rtemp.jo,ltemp.jj+rtemp.oo),ltemp.jo),rtemp.jo);  
     temp.oj=max(max(max(ltemp.oj+rtemp.oj,ltemp.oo+rtemp.jj),ltemp.oj),rtemp.oj);  
      return temp;  
}  
  
int main()  
{  
    int t;  
    long long b,c;  
    int a;  
    scanf("%d",&t);  
    while(t--){  
     scanf("%d%d",&n,&m);  
     build(1,n,1);  
     for(int i = 0 ; i < m ; i++)  
     {  
         scanf("%d%I64d%I64d",&a,&b,&c);  
         if(a == 1)  
         {  
             update(b,c,1,n);  
         }  
         else  
         {  
             node tempc = query(b,c,1,n);  
             long long ans = max(max(max(tempc.oo,tempc.jj),tempc.jo),tempc.oj);  
             printf("%I64d\n",ans);  
         }  
     }  
  
    }  
    return  0;  
  
}

### 4 树链刨分（没验证过）

Hdu3966

const int NV=50005;

//num为初始数组，rank只在为初始数组build时使用

int num[NV],siz[NV],top[NV],son[NV];

int dep[NV],w[NV],rank[NV],fa[NV];

int he[NV],to[2\*NV],next[2\*NV],ecnt,tot;

void adde(int u,int v)

{

to[ecnt]=v,next[ecnt]=he[u],he[u]=ecnt++;

to[ecnt]=u,next[ecnt]=he[v],he[v]=ecnt++;

}

void dfs1(int u,int father,int d)

{

dep[u]=d;

fa[u]=father;

siz[u]=1;

for(int i=he[u]; ~i; i=next[i])

{

int v=to[i];

if(v!=father)

{

dfs1(v,u,d+1);

siz[u]+=siz[v];

if(son[u]==-1||siz[v]>siz[son[u]])

son[u]=v;

}

}

}

void dfs2(int u,int tp)

{

top[u]=tp;

w[u]=++tot;

rank[w[u]]=u;

if(son[u]==-1) return;

dfs2(son[u],tp);

for(int i=he[u]; ~i; i=next[i])

{

int v=to[i];

if(v!=son[u]&&v!=fa[u])

dfs2(v,v);

}

}

#define lson l,m,rt<<1

#define rson m+1,r,rt<<1|1

int add[NV<<2],sum[NV<<2];

void PushUp(int rt)

{

sum[rt]=sum[rt<<1]+sum[rt<<1|1];

}

void PushDown(int rt,int m)

{

if (add[rt])

{

add[rt<<1] += add[rt];

add[rt<<1|1] += add[rt];

sum[rt<<1] += add[rt] \* (m - (m >> 1));

sum[rt<<1|1] += add[rt] \* (m >> 1);

add[rt] = 0;

}

}

void build(int l,int r,int rt=1)

{

add[rt] = 0;

if (l == r)

{

sum[rt]=num[rank[l]];

return ;

}

int m = (l + r) >> 1;

build(lson);

build(rson);

PushUp(rt);

}

void update(int L,int R,int c,int l,int r,int rt=1)

{

if (L <= l && r <= R)

{

add[rt] += c;

sum[rt] += c \* (r - l + 1);

return ;

}

PushDown(rt , r - l + 1);

int m = (l + r) >> 1;

if (L <= m) update(L , R , c , lson);

if (m < R) update(L , R , c , rson);

PushUp(rt);

}

int query(int L,int l,int r,int rt=1)

{

if (L == l && l == r)

{

return sum[rt];

}

PushDown(rt , r - l + 1);

int m = (l + r) >> 1;

if (L <= m) return query(L , lson);

return query(L , rson);

}

void change(int x,int y,int l,int r,int c)

{

while(top[x]!=top[y])

{

if(dep[top[x]]<dep[top[y]]) swap(x,y);

update(w[top[x]],w[x],c,l,r);

x=fa[top[x]];

}

if(dep[x]>dep[y]) swap(x,y);

update(w[x],w[y],c,l,r);

}

void init(int n)

{

memset(he,-1,sizeof(he));

memset(son,-1,sizeof(son));

tot=0;

ecnt=0;

for(int i=1; i<=n; i++)

scanf("%d",&num[i]);

for(int i=1; i<n; i++)

{

int u,v;

scanf("%d%d",&u,&v);

adde(u,v);

}

dfs1(1,0,0);

dfs2(1,1);

build(1,n);

}

int main()

{

int n,q;

while(~scanf("%d%\*d%d",&n,&q))

{

init(n);

while(q--)

{

int a,b,c;

char op[5];

scanf("%s",op);

if(op[0]=='Q')

{

scanf("%d",&a);

printf("%d\n",query(w[a],1,n));

}

else

{

scanf("%d%d%d",&a,&b,&c);

if(op[0]=='D') c=-c;

change(a,b,1,n,c);

}

}

}

return 0;

}

### 5 离散化

void discrete(int \*aa,int nn)

{

    memcpy(cp,aa,sizeof(cp));

    sort(cp,cp+nn);

    int tot=unique(cp,cp+nn)-cp;

    for(int i=0;i<nn;i++)

        aa[i]=lower\_bound(cp,cp+tot,aa[i])-cp+1;

}

### 6 并查集

http://blog.csdn.net/lalor/article/details/7388805

模板一

const int LEN = 50010;

int f[LEN],rk[LEN];

//int finds(int x) //非递归

//{

//    int k,j,r;

//    r=x;

//    while(r!=f[r])

//        r=f[r];

//    k=x;

//    while(k!=r)

//    {

//        j=f[k];

//        f[k]=r;

//        k=j;

//    }

//    return r;

//}

int finds(int x) //递归

{

    return f[x]==x?x:f[x]=finds(f[x]);

}

void merge(int a,int b)

{

    a=finds(a);

    b=finds(b);

    if (a==b) return;

    if (rk[a]>rk[b]) f[b]=a;

    else

    {

        if (rk[a]==rk[b]) rk[b]++;

        f[a]=b;

    }

}

void init(int n)

{

    memset(rk,0,sizeof(rk));

    for (int i=0; i<=n; i++)

        f[i]=i;

}

模板二

int fa[x];  
int zip(int x)  
{  
    if(x==fa[x])return x;  
    return fa[x]=zip(fa[x]);  
}  
int main()  
{  
    int x,y;  
    for(int i=0;i<mx;i++)  
        fa[i]=i;  
    if(zip(x)!=zip(y))fa[zip(x)]=zip(y);  
}

## 5 字符串

### 1 KMP

#define len 500000

int next[len];

int s[len];

int sub[len];

void getnext(int sub[],int next[],int len2)

{

    int i=0,j=-1;

    next[0]=-1;

    while(i<len2)

    {

        if (j==-1||sub[i]==sub[j])

        {

            i++;

            j++;

            next[i]=j;

        }

        else

        {

            j=next[j];

        }

    }

}

int kmp(int s[],int sub[],int len1,int len2,int next[])

{

    int i,j;

    i=0;

    j=0;

    while(i<len1&&j<len2)

    {

        if(j==-1||s[i]==sub[j])

        {

            i++;

            j++;

        }

        else

        {

            j=next[j];

        }

    }

    if(j>=len2)

    {

        return i-len2;

    }

    else

    {

        return -1;

    }

}

### 2 字典树

const int NS=1005\*25;

int c[NS][128];

struct trie

{

// int val[NS];

int cnt[NS];

int sz;

trie()

{

sz=1;

memset(c[0],0,sizeof(c[0]));

memset(cnt,0,sizeof(cnt));

}

void insert(char s[],int v=0)

{

int u=0;

for (int i=0; s[i]; i++)

{

if (!c[u][s[i]])

{

memset(c[sz],0,sizeof(c[sz]));

// val[sz]=0;

c[u][s[i]]=sz++;

}

u=c[u][s[i]];

cnt[u]++;

}

// val[u]=v;

}

int query(char s[])

{

int u=0,n=strlen(s);

for (int i=0; i<n; i++)

{

if (!c[u][s[i]]||u!=0&&cnt[u]<=1)

return i;

u=c[u][s[i]];

}

return n;

// return cnt[u];

}

};

### 3 AC自动机

#include<iostream>

#include<cstdio>

#include<queue>

#include<cstring>

#include<string>

#include<cmath>

#include<algorithm>

#include<assert.h>

#include<stdlib.h>

#include<time.h>

#include<set>

#include<stack>

#include<vector>

#include<map>

#define pi acos(-1.0)

#define inf 1<<29

#define debug puts("\*\*\*\*\*\*\*\*\*\*");

#define mem(x) memset(x,0,sizeof(x))

const int mx = 20010;

typedef long long ll;

using namespace std;

int tot=0;

char aim[100010][10010];

int num[100010];

int n,m;

 struct trie

{

    int next[500010][26],fail[500010],ed[500010];

    int root,L;

    int newnode()

    {

        for(int i = 0; i < 26; i++)

            next[L][i] = -1;

        ed[L++] = 0;

        return L-1;

    }

    void init()

    {

        L = 0;

        root = newnode();

    }

    void insert(char buf[])

    {

        int len = strlen(buf);

        int now = root;

        for(int i = 0; i < len; i++)

        {

            if(next[now][buf[i]-'a'] == -1)

                next[now][buf[i]-'a'] = newnode();

                now = next[now][buf[i]-'a'];

        }

        if(ed[now]==-1)

        {

            ed[now]=1;

        }

        else

        ed[now]++;

    }

    void build()

    {

        queue<int> q;

        fail[root] = root;

        for(int i = 0; i < 26; i++)

            if(next[root][i] == -1)

                next[root][i] = root;

            else

            {

                fail[next[root][i]] = root;

                q.push(next[root][i]);

            }

        while(!q.empty())

        {

            int now = q.front();

            q.pop();

            for(int i = 0; i < 26; i++)

                if(next[now][i] == -1)

                    next[now][i] = next[fail[now]][i];

                else

                {

                    fail[next[now][i]]=next[fail[now]][i];

                    q.push(next[now][i]);

                }

        }

    }

    int query(char buf[])

    {

        memset(num,0,sizeof(num));

        int len = strlen(buf);

        int now = root;

        int res = 0;

        for(int i = 0; i < len; i++)

        {

            now = next[now][buf[i]-'a'];

            int temp = now;

            while(temp != root)

            {

                if(ed[temp]!=-1)

                {

                    num[ed[temp]]+=ed[temp];

                    //res += ed[temp];

                }

                //tot++;

                //printf("%d====",res);

                //ed[temp] = 0;

                temp = fail[temp];

            }

        }

    return res;

    }

    void Debug()

    {

        for(int i = 0; i < L; i++)

        {

            printf("id = %3d,fail = %3d,end = %3d,chi = [",i,fail[i],ed[i]);

            for(int j = 0; j < 26; j++)

                printf("%2d",next[i][j]);

            printf("]\n");

        }

    }

};

char buf[1000010];

trie ac;

int main()

{

    int t;

    //int n;

    scanf("%d",&t);

    while(t--)

    {

        //int n,m;

        scanf("%d%d",&n,&m);

        ac.init();

        for(int i = 0; i < n; i++)

        {

            scanf("%s",aim[i]);

            //ac.insert(aim[i]);

        }

        for(int i=0;i<m;i++)

        {

        scanf("%s",buf);

        ac.insert(buf);

        //printf("%d\n",ac.query(buf,dex));

        //printf("%d\n",tot);

        }

        ac.build();

        for(int i=0;i<n;i++)

        {

            ac.query(aim[i]);

            int ans=0;

            for(int i=0;i<m;i++)

            {

                ans+=num[i];

            }

            printf("%d\n",ans);

        }

    }

    return 0;

}

### 4 字符串的最小表示法（没验证过）

int getmin(char s[],int len)

{

int i=0,j=1,k=0;

while(i<len&&j<len&&k<len)

{

int t=s[(i+k)%len]-s[(j+k)%len];

if (!t) k++;

else

{

if (t>0) i+=k+1;

else j+=k+1;

if (i==j) j++;

k=0;

}

}

return min(i,j);

}

### 5 二叉树

//给先序中序求位置

#include<stdio.h>

#include<string.h>

struct node {

    int l,r,val;

}tree[100005];

int tot=1;

void init(int tot)

{

    tree[tot].l=tree[tot].r=0;

}

void insert(int x,int val)

{

   if(tree[x].l&&val<tree[x].val)insert(tree[x].l,val);

   else if(tree[x].r&&val>tree[x].val)insert(tree[x].r,val);

   else {

       init(tot);

       tree[tot].val=val;

       if(tree[x].val>val)tree[x].l=tot;

       else tree[x].r=tot;

       tot++;

   }

}

void query(int x,int val)

{

    if(val==tree[x].val){printf("\n");return;}

    if(tree[x].val>val){

        printf("E");

        query(tree[x].l,val);

    }

    else {

        printf("W");

        query(tree[x].r,val);

    }

}

int main()

{

    int T,i,j,k,n,a[1005],b[1005],q,x;

    scanf("%d",&T);

    while(T--)

    {

         tot=1;

        scanf("%d",&n);

        for(i=1;i<=n;i++)

        {

            scanf("%d",&a[i]);

            if(i==1){

                init(tot);

                tree[tot].val=a[i];

                tot++;

            }

            else insert(1,a[i]);

        }

        scanf("%d",&q);

        while(q--)

        {

            scanf("%d",&x);

            query(1,x);

        }

    }

    return 0;

}

## 6 动态规划

### 1 最长上升子序列(LIS)

//导弹拦截代码

#include<bits/stdc++.h>

using namespace std;

int main()

{

    int n;

    cin>>n;

    int i,k=1,j,a[30]={0},b[30]={0};

    for(i=1;i<=n;i++)

        cin>>a[i];

    b[1]=a[1];

    for(i=2;i<=n;i++)

        if(a[i]<=b[k])

        {

            b[k+1]=a[i];

            k++;

        }

        else

        {

            int p[k];

            for(j=0;j<k;j++)

                p[j]=b[k-j];

            int m=lower\_bound(p,p+k,a[i])-p;

            b[k-m+1]=a[i];

        }

        cout<<k;

}

//求最长上升子序列

#include<bits/stdc++.h>

using namespace std;

int main()

{

    int n;

    cin>>n;

    int i,k=0,a[n],b[n];

    for(i=0;i<n;i++)

        cin>>a[i];

    b[0]=a[0];

    for(i=1;i<n;i++)

         if(a[i]>b[k])

            b[++k]=a[i];

        else

        {

            int m=lower\_bound(b,b+k+1,a[i])-b;

            if(b[m]!=a[i])

            b[m]=a[i];

        }

        for(i=0;i<k+1;i++)

            cout<<b[i]<<endl;

        cout<<k+1;

}

#include<bits/stdc++.h>

using namespace std;

int main()

{

    int n;

    cin>>n;

    int a[n],l[n],i,j;

    for(i=0; i<n; i++)

        cin>>a[i];

    for(i=0; i<n; i++)

    {

        l[i]=1;

        for(j=0; j<i; j++)

            if(a[i]>a[j])  
        l[i]=max(l[j]+1,l[i]);

    }

    int m=0;

    for(i=0; i<n; i++)

        if(l[i]>m)

            m=l[i];

    cout<<m;

    return 0;

}

### 2 01背包

#include<stdio.h>

#include<cstring>

#include<cmath>

#include<algorithm>

#include<iostream>

using namespace std;

int main()

{

    int bag[2000];

    int w[2000],h[2000];

    int n,m;

    int t;

    scanf("%d",&t);

    while(t--){

        scanf("%d%d",&n,&m);

          memset(bag,0,sizeof(bag));

    for(int i=0;i<n;i++)

        scanf("%d",&h[i]);

    for(int i=0;i<n;i++)

        scanf("%d",&w[i]);

    for(int i=0;i<n;i++)

        for(int k=m;k>=w[i];k--)//k代表能容下k kg的背包

        bag[k]=max(bag[k-w[i]]+h[i],bag[k]);

    printf("%d\n",bag[m]);

    }

    return 0;

}

#include<iostream>

#include<stdio.h>

#include<queue>

#include<cstring>

#include<string>

#include<cmath>

#include<algorithm>

#include<assert.h>

#include<stdlib.h>

#include<time.h>

#include<stack>

#include<vector>

#include<map>

#define pi acos(-1.0)

#define inf 1<<29

typedef long long ll;

using namespace std;

int main()

{

     int bag[2000];

    int w[2000],j[2000];

    int n,m;

    int t;

        scanf("%d%d",&m,&n);

          memset(bag,0,sizeof(bag));

    for(int i=0;i<n;i++)

        scanf("%d%d",&w[i],&j[i]);

    for(int i=0;i<n;i++)

        for(int k=m;k>=w[i];k--)//k代表能容下k kg的背包

        bag[k]=max(bag[k-w[i]]+j[i],bag[k]);

    printf("%d",bag[m]);

    return 0;

}

**J - FATE**

**Time Limit:**1000MS     **Memory Limit:**32768KB     **64bit IO Format:**%I64d & %I64u

Submit [Status](http://acm.hust.edu.cn/vjudge/contest/view.action?cid=99543#status//J/0) [Practice](http://acm.hust.edu.cn/vjudge/problem/viewProblem.action?id=20469) [HDU 2159](http://acm.hust.edu.cn/vjudge/problem/visitOriginUrl.action?id=20469)

**Description**

最近xhd正在玩一款叫做FATE的游戏，为了得到极品装备，xhd在不停的杀怪做任务。久而久之xhd开始对杀怪产生的厌恶感，但又不得不通过杀怪来升完这最后一级。现在的问题是，xhd升掉最后一级还需n的经验值，xhd还留有m的忍耐度，每杀一个怪xhd会得到相应的经验，并减掉相应的忍耐度。当忍耐度降到0或者0以下时，xhd就不会玩这游戏。xhd还说了他最多只杀s只怪。请问他能升掉这最后一级吗？

**Input**

输入数据有多组，对于每组数据第一行输入n，m，k，s(0 < n,m,k,s < 100)四个正整数。分别表示还需的经验值，保留的忍耐度，怪的种数和最多的杀怪数。接下来输入k行数据。每行数据输入两个正整数a，b(0 < a,b < 20)；分别表示杀掉一只这种怪xhd会得到的经验值和会减掉的忍耐度。(每种怪都有无数个)

**Output**

输出升完这级还能保留的最大忍耐度，如果无法升完这级输出-1。

**Sample Input**

10 10 1 10

1 1

10 10 1 9

1 1

9 10 2 10

1 1

2 2

**Sample Output**

0

-1

1

//二维背包

#include<stdio.h>

#include<string.h>

int dp[101][101];      //dp[i][j] 表示消耗i的忍耐度和杀j个怪物得到的最大经验值

struct node

{

    int e;     //经验值

    int r;     //忍耐度

}a[101];

int main()

{

    int n,m,k,s,i,j,t;

    while(scanf("%d%d%d%d",&n,&m,&k,&s)!=EOF)

    {

        for(i=1;i<=k;++i)

            scanf("%d%d",&a[i].e,&a[i].r);

        memset(dp,0,sizeof(dp));

        for(i=1;i<=k;++i)   //k表示怪物种类---对不同怪物遍历一遍

            for(j=a[i].r;j<=m;++j)  //m表示保留的忍耐度

                for(t=1;t<=s;++t)    // s表示杀的怪物数

                {

                    if(dp[j][t]<dp[j-a[i].r][t-1]+a[i].e)

                    {

                        dp[j][t]=dp[j-a[i].r][t-1]+a[i].e;

                    }

                }

        if(dp[m][s]>=n)     //表示能过升级

        {

                for(i=0;i<=m;++i)   //寻找能够升级所消耗的最小忍耐度,只用找消耗相同忍耐度的情况下，令杀怪数量最多，

                    if(dp[i][s]>=n) //那么d[i][s]一定是消耗i忍耐度的情况下，获得的最大经验值

                    {

                        printf("%d\n",m-i);

                        break;

                    }

        }

        else

            printf("-1\n");

    }

    return 0;

}

//自己的代码

#include<iostream>

#include<cstdio>

#include<queue>

#include<cstring>

#include<string>

#include<cmath>

#include<algorithm>

#include<assert.h>

#include<stdlib.h>

#include<time.h>

#include<stack>

#include<vector>

#include<map>

#define pi acos(-1.0)

#define inf 1<<29

#define bug puts("\*\*\*\*\*\*\*\*\*\*");

#define mx 1010

typedef long long ll;

using namespace std;

#define mod 1000000009

int main()

{

    int n,m,k,s;

    int dp[110][110],st[110],e[110];

    while(~scanf("%d%d%d%d",&n,&m,&k,&s))

    {

        memset(dp,0,sizeof(dp));

        memset(st,0,sizeof(st));

        memset(e,0,sizeof(e));

        int i,j,l;

        for(i=0;i<k;i++)

            scanf("%d%d",&e[i],&st[i]);

        for(i=0;i<k;i++)

            for(j=st[i];j<=m;j++)

            for(l=1;l<=s;l++)

            if(dp[j][l]<dp[j-st[i]][l-1]+e[i])

            dp[j][l]=dp[j-st[i]][l-1]+e[i];

        if(dp[m][s]>=n)

        {

            for(i=0;i<=m;i++)

                if(dp[i][s]>=n)

            {

                printf("%d\n",m-i);

                break;

            }

        }

        else

            printf("-1\n");

    }

    return 0;

}

### 3 数位dp（没验证过）

int dfs(int pos, int s, bool e) //e==1表示满了（当前pos之前的数位都相同）

{

if (pos==-1) return s==target\_s; //返回 当前状态==目标状态

if (~f[pos][s] && !e ) return f[pos][s]; //如果值已经算过并且没满则返回记录的值

int ans = 0;

int u = e ? bit[pos] : 9; //9可以相应改成进制

for (int i = 0; i <= u; ++i)

ans += dfs(pos-1, new\_s(s, i), e&&i==u); //new\_s表示新的状态。另外，“肯定不符合目标状态”的状态可以直接continue掉

return e ? ans : f[pos][s]=ans; //如果满了就直接返回，否则记录再返回

}

int solve(int n)

{

memset(f,-1,sizeof(f));

int pos=-1;

while(n)

{

bit[++pos]=n%10; //10为进制

n/=10;

}

return dfs(pos,0,1); //初始状态

}

int f[20][5];

int bit[20];

int dfs(int pos, int s, bool e)

{

if (pos==-1) return s==0||s==1;

if (~f[pos][s]&&!e) return f[pos][s];

int ans=0;

int u=e?bit[pos]:9;

for (int i=0; i<=u; ++i)

{

if(i==4||s==1&&i==2)

continue;

ans+=dfs(pos-1,i==6,e&&i==u);

}

return e?ans:f[pos][s]=ans;

}

int solve(int n)

{

memset(f,-1,sizeof(f));

int pos=-1;

while(n)

{

bit[++pos]=n%10;

n/=10;

}

return dfs(pos,0,1);

}

## 7 数论

### 1 判断素数

int isprime(int n)

{

    if (n==1)

        return 0;

    int x=sqrt(n\*1.0);

    for (int i=2; i<=x; i++)

        if (n%i==0)

            return 0;

    return 1;

}

### 2 素数打表

const int limit = 20000000;

bool visit[limit];

int prime[limit];

int primelen;

void getprim()

{

    primelen=0;

    visit[0]=visit[1]=true;

    for (int i = 2; i <= limit; ++i)

    {

        if (visit[i] == false)

        {

            prime[primelen++] = i;

        }

        for (int j = 0; ((j < primelen) && (i \* prime[j] <limit));  ++j)

        {

            visit[i \* prime[j]] = true;

            if (i % prime[j] == 0) break;

        }

    }

}

### 3 分解质因数

int a[1000000]= {},pcnt=0;

void pdec(int n)

{

    int x=sqrt(n);

    for (int i=1; prime[i]<=x; i++)

        if (n%prime[i]==0)

        {

            a[++pcnt]=prime[i];

            n/=prime[i];

            i--;

        }

    if (n!=1)

        a[++pcnt]=n;

}

### 4 快速幂和快速乘

//快速幂

typedef long long mytype;

const long long mod = 1e9+7;

mytype quickpow(mytype a,mytype n)

{

    mytype res=1;

    while(n)

    {

        if(n&1)

            res=res\*a%mod;

        a=a\*a%mod;

        n>>=1;

    }

    return res;

}

//快速幂加快速乘

typedef long long mytype;

const long long mod = 1e9+7;

mytype quickmult(mytype a,mytype b)

{

    mytype res=0;

    while(b)

    {

        if(b&1)

        {

            res+=a;

            if(res>=mod)res-=mod;

        }

        a+=a;

        b>>=1LL;

        if(a>=mod)a-=mod;

    }

    return res;

}

mytype quickpow(mytype a,mytype n)

{

    mytype res=1;

    while(n)

    {

        if(n&1)

            res=quickmult(res,a);

        a=quickmult(a,a);

        n>>=1;

    }

    return res;

}

//快速乘

typedef long long mytype;

const long long mod = 1e9+7;

mytype quickmult(mytype a,mytype b)

{

    mytype res=0;

    while(b)

    {

        if(b&1)

        {

            res+=a;

            if(res>=mod)res-=mod;

        }

        a+=a;

        b>>=1LL;

        if(a>=mod)a-=mod;

    }

    return res;

}

### 5 逆元

long long quickpow(long long a, long long b) {

    if (b < 0) return 0;

    long long ret = 1;

    a %= mod;

    while(b) {

        if (b & 1) ret = (ret \* a) % mod;

        b >>= 1;

        a = (a \* a) % mod;

    }

    return ret;

}

//费马小定理求逆元（M必须是质数）

long long inv(long long a) {

    return quickpow(a, mod - 2);

}

a/b)%Mod=c;    (b\*p)%Mod=1;    ==》   (a/b)\*(b\*p) %Mod=c;    ==》    (a\*p)%Mod=c;  其中p是逆元

const int mod = 1000000009;

新学的一个求逆元的方法：

inv[i] = ( MOD - MOD / i ) \* inv[MOD%i] % MOD

证明：

设t = MOD / i , k = MOD % i

则有 t \* i + k == 0 % MOD

有 -t \* i == k % MOD

两边同时除以ik得到

-t \* inv[k] == inv[i] % MOD

即

inv[i] == -MOD / i \* inv[MOD%i]

即

inv[i] == ( MOD - MOD / i) \* inv[MOD%i]

证毕

适用于MOD是质数的情况，能够O(n)时间求出1~n对模MOD的逆

### 6 数模计算公式

a / b mod x=a mod bx / b

证明
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### 7 米勒罗宾素数测试

// 18位素数：154590409516822759

// 19位素数：2305843009213693951 (梅森素数)

// 19位素数：4384957924686954497

ll prime[6] = {2, 3, 5, 233, 331};

ll qmul(ll x, ll y, ll mod) { // 乘法防止溢出， 如果p \* p不爆LL的话可以直接乘； O(1)乘法或者转化成二进制加法

    return (x \* y - (long long)(x / (long double)mod \* y + 1e-3) \*mod + mod) % mod;

    /\*

    LL ret = 0;

    while(y) {

        if(y & 1)

            ret = (ret + x) % mod;

        x = x \* 2 % mod;

        y >>= 1;

    }

    return ret;

    \*/

}

ll qpow(ll a, ll n, ll mod) {

    ll ret = 1;

    while(n) {

        if(n & 1) ret = qmul(ret, a, mod);

        a = qmul(a, a, mod);

        n >>= 1;

    }

    return ret;

}

bool Miller\_Rabin(ll p) {

    if(p < 2) return 0;

    if(p != 2 && p % 2 == 0) return 0;

    ll s = p - 1;

    while(! (s & 1)) s >>= 1;

    for(int i = 0; i < 5; ++i) {

        if(p == prime[i]) return 1;

        ll t = s, m = qpow(prime[i], s, p);

        while(t != p - 1 && m != 1 && m != p - 1) {

            m = qmul(m, m, p);

            t <<= 1;

        }

        if(m != p - 1 && !(t & 1)) return 0;

    }

    return 1;

}

### 8 Lucas定理

long long mod=110119;

typedef long long mytype;

mytype quickmult(mytype a,mytype b)

{

    mytype res=0;

    while(b)

    {

        if(b&1)

        {

            res+=a;

            if(res>=mod)res-=mod;

        }

        a+=a;

        b>>=1LL;

        if(a>=mod)a-=mod;

    }

    return res;

}

long long PowMod(long long a,long long b)

{

    long long ret=1;

    while(b)

    {

        if(b&1)

            ret=quickmult(ret,a)%mod;

        a=quickmult(a,a)%mod;

        b>>=1;

    }

    return ret;

}

long long fac[1000005];

long long Get\_Fact(long long p)

{

    fac[0]=1;

    for(int i=1; i<=p; i++)

        fac[i]=quickmult(fac[i-1],i)%p;

}

long long Lucas(long long n,long long m,long long p)

{

    long long ret=1;

    while(m)

    {

        long long a=n%mod,b=m%mod;

        if(a<b) return 0;

        ret=(ret\*fac[a]\*PowMod(fac[b]\*fac[a-b]%p,p-2))%p;

        n/=p;

        m/=p;

    }

    return ret;

}

### 9 中国剩余定理

//不互质

void crt()

{

    int t;

    while(cin>>t)

    {

        int flag=1;

        long long n1,a1;

        if (t) scanf("%lld%lld",&n1,&a1),t--;

        while(t--)

        {

            long long n2,a2,k1,k2;

            scanf("%lld%lld",&n2,&a2);

            if (flag==0)

                continue;

            long long d=exgcd(n1,n2,k1,k2);

            if ((a2-a1)%d!=0)

                flag=0;

            if (flag)

            {

                k1=(k1\*(a2-a1)/d%(n2/d)+n2/d)%(n2/d);

                long long a=n1\*k1+a1;

                long long n=n1/d\*n2;

                n1=n;

                a1=a;

            }

        }

        if (flag) return a1;

        else return -1;

    }

}

//互质

ll China(ll r) {

    ll M = 1, ans = 0;

    for (ll i = 0; i < r; ++i)

        M \*= m[i];

    for(ll i = 0;i < r;i++) {

        ll N = M/m[i];

        ll x, y;

        extend\_gcd(N, m[i], x, y);

        x = (x%m[i]+m[i])%m[i];

        ans = ((ans+a[i]\*N%M\*x%M)%M + M)%M;

    }

    return ans;

}

int China(int r) {

int M = 1, ans = 0;

for (int i = 0; i < r; ++i)

M \*= m[i];

for(int i = 0;i < r;i++) {

int N = M/m[i];

int x, y;

extend\_gcd(N, m[i], x, y);  
 x = (x%m[i]+m[i])%m[i];

ans = ((ans+a[i]\*N%M\*x%M)%M + M)%M;

}

return ans;

}

### 10 指数循环结
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<http://blog.csdn.net/wust_zzwh/article/details/51966450>

#include<vector>

#include<iostream>

#include<stdio.h>

#include<queue>

#include<cstring>

#include<cmath>

#include<map>

#include <string>

#include<algorithm>

#include<set>

#include<stack>

#define debug puts("xxxxxxx");

#define pi (acos(-1.0))

#define eps (1e-5)

#define inf 0x3f3f3f3f

#define mem(x) memset(x,0,sizeof(x))

typedef long long ll;

const int mx = 10000005;

const int mod = 1e9+7;

using namespace std;

int pri[mx],phi[mx],tot;

ll sum[mx];

bool vis[mx];

void init()

{

    int n=mx;

    tot=0;

    memset(vis,false,sizeof vis);

    phi[1]=1;

    for(int i=2; i<n; i++)

    {

        if(!vis[i])

        {

            pri[tot++]=i;

            phi[i]=i-1;

        }

        for(int j=0; j<tot && i\*pri[j]<n; j++)

        {

            vis[i\*pri[j]]=true;

            if(i%pri[j]==0)

            {

                phi[i\*pri[j]]=phi[i]\*pri[j];

                break;

            }

            else phi[i\*pri[j]]=phi[i]\*(pri[j]-1);

        }

    }

    sum[0]=0;

    for(int i=1;i<mx;i++)

        sum[i]=(sum[i-1]+phi[i])%mod;

}

int rear;

int a[200];

void resolve(ll n)

{

    int i,j;

    rear=0;

    for(i=0;i<tot;i++)

    {

        if(!vis[n])

        {

            a[rear++]=n;

            break;

        }

        if(n%pri[i]==0)

        {

            a[rear++]=pri[i];

            n/=pri[i];

        }

    }

}

ll f(int pos,ll n,ll m)

{

//cout<<pos<<" "<<n<<' '<<m<<endl;

    if(n==1)

        return sum[m];

    if(m==0)return 0;

    if(m==1)

        return phi[n];

    ll p=a[pos];

    return ((p-1)\*f(pos-1,n/p,m)+f(pos,n,m/p))%mod;

}

//ll f(int pos,ll n,ll m)

//{

//    ll M=mod;

//

//    //pos即每个素数，一次一个就行了

//    if(n==1) return sum[m];//n为1结果就是欧拉值的前缀和

//    if(m==0)return 0;

//    return ((a[pos]-1)\*f(pos-1,n/a[pos],m)%M+f(pos,n,m/a[pos]))%M;

//}

typedef long long mytype;

mytype quickpow(mytype a,mytype n,mytype mmod)

{

    mytype res=1;

    while(n)

    {

        if(n&1)

            res=res\*a%mmod;

        a=a\*a%mmod;

        n>>=1;

    }

    if(res==0) res+=mmod;

    return res;

}

ll solve(ll k,ll q)

{

    if(q==1)

        return q;

    ll num=solve(k,phi[q]);

    return quickpow(k,num,q);

}

int main()

{

//    freopen("1006.in","r",stdin);

//    freopen("1006my.out","w",stdout);

    init();

    ll n,m,q;

    while(~scanf("%I64d%I64d%I64d",&n,&m,&q))

    {

        resolve(n);

        ll k=f(rear-1,n,m);

        ll ans=solve(k,q);

        printf("%I64d\n",ans%q);

    }

}

### 11欧拉函数

欧拉函数是指：对于一个正整数n，小于n且和n互质的正整数（包括1）的个数，记作φ(n) 。

通式：φ(x)=x\*(1-1/p1)\*(1-1/p2)\*(1-1/p3)\*(1-1/p4)…..(1-1/pn),其中p1, p2……pn为x的所有质因数，x是不为0的整数。φ(1)=1（唯一和1互质的数就是1本身）。

对于质数p，φ(p) = p - 1。注意φ(1)=1.

欧拉定理：对于互质的正整数a和n，有aφ(n) ≡ 1 mod n。

欧拉函数是[积性函数](http://baike.baidu.com/view/2046973.htm)——若m,n互质，φ(mn)=φ(m)φ(n)。

                                 若n是质数p的k次幂，φ(n)=p^k-p^(k-1)=(p-1)p^(k-1)，因为除了p的倍数外，其他数都跟n互质。

特殊性质：当n为奇数时，φ(2n)=φ(n)

欧拉函数还有这样的性质：

**设a为N的质因数，若(N % a == 0 && (N / a) % a == 0) 则有E(N)=E(N / a) \* a；若(N % a == 0 && (N / a) % a != 0) 则有：E(N) = E(N / a) \* (a - 1)。**

通式：

![D:\Users\Dean Wang\AppData\Local\YNote\data\99893492@qq.com\8f1963852e8e4833a1fc62f79b4f668a\d72a6059a7a7.png](data:image/png;base64,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)

,其中p1, p2……pn为x的所有质因数，x是不为0的整数。φ(1)=1（唯一和1[互质](http://baike.baidu.com/view/731400.htm)的数(小于等于1)就是1本身）。 (注意：每种质因数只一个。比如12=2\*2\*3那么φ（12）=12\*（1-1/2）\*(1-1/3)=4

若n是质数p的k次幂，
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，因为除了p的倍数外，其他数都跟n互质。

设n为正整数，以 φ(n)表示不超过n且与n互

素的正整数的个数，称为n的欧拉函数值，这里函数

φ：N→N，n→φ(n)称为欧拉函数。

欧拉函数是[积性函数](http://baike.baidu.com/view/2046973.htm)——若m,n互质，
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特殊性质：当n为奇数时，
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, 证明与上述类似。

若n为质数则
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∑*d*|*nφ*(*d*)=*n*

欧拉函数

long long phi(long long n)

{

    long long ans=n;

    long long x=sqrt(n);

    for (long long i=2; i<=x; i++)

    {

        if (n%i==0)

        {

            while(n%i==0)

                n/=i;

            ans=ans/i\*(i-1);

        }

    }

    if (n>1)

        ans=ans/n\*(n-1);

    return ans;

}

欧拉函数打表

const int MAXN=10005;

long long phi[MAXN];

void getphi()

{

    for (int i=1; i<MAXN; i++)

        phi[i]=i;

    for (int i=2; i<MAXN; i++)

        if (phi[i]==i)

            for (int j=i; j<MAXN; j+=i)

                phi[j]=phi[j]/i\*(i-1);

}

筛选素数的过程中求出欧拉函数：

int pri[mx],phi[mx],tot;

bool vis[mx];

void init()

{

    int n=mx;

    tot=0;

    memset(vis,false,sizeof vis);

    phi[1]=1;

    for(int i=2; i<n; i++)

    {

        if(!vis[i])

        {

            pri[tot++]=i;

            phi[i]=i-1;

        }

        for(int j=0; j<tot && i\*pri[j]<n; j++)

        {

            vis[i\*pri[j]]=true;

            if(i%pri[j]==0)

            {

                phi[i\*pri[j]]=phi[i]\*pri[j];

                break;

            }

            else phi[i\*pri[j]]=phi[i]\*(pri[j]-1);

        }

    }

}

### 12 欧拉常数

这是一个有名的调和级数：  
当n->∞，1+1/2+1/3+1/4+1/5+...+1/n->∞，是个发散级数，而极限却是收敛的  
当n很大时，有个近似公式：1+1/2+1/3+1/4+1/5+...+1/n=γ+ln(n)   
γ是欧拉常数，γ=0.57721566490153286060651209...

### 13 fft

匡斌模板

const double PI = acos(-1.0);

//复数结构体

struct Complex

{

    double x,y;//实部和虚部  x+yi

    Complex(double \_x = 0.0,double \_y = 0.0)

    {

        x = \_x;

        y = \_y;

    }

    Complex operator -(const Complex &b)const

    {

        return Complex(x-b.x,y-b.y);

    }

    Complex operator +(const Complex &b)const

    {

        return Complex(x+b.x,y+b.y);

    }

    Complex operator \*(const Complex &b)const

    {

        return Complex(x\*b.x-y\*b.y,x\*b.y+y\*b.x);

    }

};

/\*

\*    进行FFT和IFFT前的反转变换。

\*    位置i和 （i二进制反转后位置）互换

\*    len必须去2的幂

 \*/

void change(Complex y[],int len)

{

    int i,j,k;

    for(i = 1, j = len/2; i <len-1; i++)

    {

        if(i < j)swap(y[i],y[j]);

        //交换互为小标反转的元素，i<j保证交换一次         //i做正常的+1，j左反转类型的+1,始终保持i和j是反转的

        k = len/2;

        while(j >= k)

        {

            j -= k;

            k /= 2;

        }

        if(j < k)j += k;

    }

}

/\*

\*    做FFT

\*    len必须为2^k形式，

\*    on==1时是DFT，on==-1时是IDFT

 \*/ void fft(Complex y[],int len,int on)

{

    change(y,len);

    for(int h = 2; h <= len; h <<= 1)

    {

        Complex wn(cos(-on\*2\*PI/h),sin(-on\*2\*PI/h));

        for(int j = 0; j < len; j+=h)

        {

            Complex w(1,0);

            for(int k = j; k < j+h/2; k++)

            {

                Complex u = y[k];

                Complex t = w\*y[k+h/2];

                y[k] = u+t;

                y[k+h/2] = u-t;

                w = w\*wn;

            }

        }

    }

    if(on == -1)

        for(int i = 0; i < len; i++)

            y[i].x /= len;

}

A\*B

#include <stdio.h>

#include <string.h>

#include <iostream>

#include <algorithm>

#include <math.h>

using namespace std;

const double PI = acos(-1.0);

//复数结构体

struct Complex

{

    double x,y;//实部和虚部  x+yi

    Complex(double \_x = 0.0,double \_y = 0.0)

    {

        x = \_x;

        y = \_y;

    }

    Complex operator -(const Complex &b)const

    {

        return Complex(x-b.x,y-b.y);

    }

    Complex operator +(const Complex &b)const

    {

        return Complex(x+b.x,y+b.y);

    }

    Complex operator \*(const Complex &b)const

    {

        return Complex(x\*b.x-y\*b.y,x\*b.y+y\*b.x);

    }

};

/\*

\*    进行FFT和IFFT前的反转变换。

\*    位置i和 （i二进制反转后位置）互换

\*    len必须去2的幂

 \*/ void change(Complex y[],int len)

{

    int i,j,k;

    for(i = 1, j = len/2; i <len-1; i++)

    {

        if(i < j)swap(y[i],y[j]);

        //交换互为小标反转的元素，i<j保证交换一次         //i做正常的+1，j左反转类型的+1,始终保持i和j是反转的

        k = len/2;

        while(j >= k)

        {

            j -= k;

            k /= 2;

        }

        if(j < k)j += k;

    }

}

/\*

\*    做FFT

\*    len必须为2^k形式，

\*    on==1时是DFT，on==-1时是IDFT

 \*/ void fft(Complex y[],int len,int on)

{

    change(y,len);

    for(int h = 2; h <= len; h <<= 1)

    {

        Complex wn(cos(-on\*2\*PI/h),sin(-on\*2\*PI/h));

        for(int j = 0; j < len; j+=h)

        {

            Complex w(1,0);

            for(int k = j; k < j+h/2; k++)

            {

                Complex u = y[k];

                Complex t = w\*y[k+h/2];

                y[k] = u+t;

                y[k+h/2] = u-t;

                w = w\*wn;

            }

        }

    }

    if(on == -1)         for(int i = 0; i < len; i++)             y[i].x /= len;

}

const int MAXN = 200010;

Complex x1[MAXN],x2[MAXN];

char str1[MAXN/2],str2[MAXN/2];

int sum[MAXN];

int main()

{

    while(scanf("%s%s",str1,str2)==2)

    {

        int len1 = strlen(str1);

        int len2 = strlen(str2);

        int len = 1;

        while(len < len1\*2 || len < len2\*2)len<<=1;

        for(int i = 0; i < len1; i++)             x1[i] = Complex(str1[len1-1-i]-'0',0);

        for(int i = len1; i < len; i++)             x1[i] = Complex(0,0);

        for(int i = 0; i < len2; i++)             x2[i] = Complex(str2[len2-1-i]-'0',0);

        for(int i = len2; i < len; i++)             x2[i] = Complex(0,0);

        //求DFT

        fft(x1,len,1);

        fft(x2,len,1);

        for(int i = 0; i < len; i++)             x1[i] = x1[i]\*x2[i];

        fft(x1,len,-1);

        for(int i = 0; i < len; i++)             sum[i] = (int)(x1[i].x+0.5);

        for(int i = 0; i < len; i++)

        {

            sum[i+1]+=sum[i]/10;

            sum[i]%=10;

        }

        len = len1+len2-1;

        while(sum[len] <= 0 && len > 0)len--;

        for(int i = len; i >= 0; i--)             printf("%c",sum[i]+'0');

        printf("\n");

    }

    return 0;

}

### 14 雷德算法和倒位序

void rader(complex \*F,int len)

{

    int j=len/2;///模拟二进制反转进位的的位置

    for(int i=1; i<len-1; i++)

    {

        if(i<j)swap(F[i],F[j]);///该出手时就出手

        int k=len/2;

        while(j>=k)

        {

            j-=k;

            k>>=1;

        }

        if(j<k)j+=k;

    }

### 15 原根及快速求原根

设m是正整数，a是整数，若a模m的阶等于φ(m)，则称a为模m的一个原根。

求原根目前的做法只能是从2开始枚举，然后暴力判断g^(P-1) = 1 (mod P)是否当且当指数为P-1的时候成立

快速求原根

#include <iostream>

#include <string.h>

#include <algorithm>

#include <stdio.h>

using namespace std;

#define LL long long

const int N = 1000010;

bool prime[N];

LL p[N];

LL pr[N];

LL k=0,c;

void isprime()

{

    LL i,j;

    memset(prime,true,sizeof(prime));

    for(i=2; i<N; i++)

    {

        if(prime[i])

        {

            p[k++]=i;

            for(j=i+i; j<N; j+=i)

            {

                prime[j]=false;

            }

        }

    }

}

void cal(LL n)

{

    LL t=n,i,a;

    c=0;

    for(i=0; p[i]\*p[i]<=n; i++)

    {

        if(n%p[i]==0)

        {

            pr[c]=p[i];

            while(n%p[i]==0) n/=p[i];

            c++;

        }

    }

    if(n>1)

    {

        pr[c]=n;

        c++;

    }

}

LL quick\_mod(LL a,LL b,LL m)

{

    LL ans=1;

    a%=m;

    while(b)

    {

        if(b&1)

        {

            ans=ans\*a%m;

            b--;

        }

        b>>=1;

        a=a\*a%m;

    }

    return ans;

}

int main()

{

    LL P,i,t,g,root;

    isprime();

    while(cin>>P)

    {

        cal(P-1);

        for(g=2; g<P; g++)

        {

            bool flag=true;

            for(i=0; i<c; i++)

            {

                t=(P-1)/pr[i];

                if(quick\_mod(g,t,P)==1)

                {

                    flag=false;

                    break;

                }

            }

            if(flag)

            {

                root=g;

                cout<<root<<endl;

            }

        }

    }

    return 0;

}

<http://blog.csdn.net/z690933166/article/details/11620267>

设m是正整数，a是整数，若a模m的阶等于φ(m)，则称a为模m的一个原根。（其中φ(m)表示m的欧拉函数）

给出1个质数P，找出P最小的原根。

**Input**

输入1个质数P(3 <= P <= 10^9)

**Output**

输出P最小的原根。

#include <cstdio>

#include <iostream>

#include <cstring>

using namespace std;

const int maxn = 100000+10;

typedef long long LL;

bool prime[maxn];

int prim[maxn],k;

void make\_prime()

{

    memset(prime,0,sizeof(prime));

    k=0;

    for(int i=2; i<maxn; i++)

        if(!prime[i])

        {

            prim[k++]=i;

            for(int j=0; j<k&&prim[j]<maxn/i; j++)

            {

                prime[i\*prim[j]]=1;

                if(i%prim[j]==0) break;

            }

        }

}

int fac[50],num;

void divide(LL n)

{

    num=0;

    for(int i=0; prim[i]\*prim[i]<=n; i++)

        if(n%prim[i]==0)

        {

            fac[num++]=prim[i];

            while(n%prim[i]==0) n/=prim[i];

        }

    if(n>1) fac[num++]=n;

}

LL pow\_mod(LL a,LL b,LL mod)

{

    LL r=1;

    while(b)

    {

        if(b&1)

            r=r\*a%mod;

        a=a\*a%mod;

        b>>=1;

    }

    return r;

}

int main()

{

    LL p;

    make\_prime();

    while(cin>>p)

    {

        divide(p-1);

        for(int i=2; i<p; i++)

        {

            bool flag=true;

            for(int j=0; j<num; j++)

            {

                int x=(p-1)/fac[j];

                if(pow\_mod(i,x,p)==1)

                {

                    flag=false;

                    break;

                }

            }

            if(flag)

            {

                printf("%d\n",i);

                break;

            }

        }

    }

    return 0;

}

### 16 本福特定律

本福特定律说明在b进位制中，以数n起头的数出现的机率为logb(n + 1) − logb(n) .本福特定律不但适用于个位数字，连多位的数也可用。

## 8 图论

### 1 拓扑排序

#include <iostream>

#include <stdio.h>

#include <cstring>

#include <cmath>

#include <queue>

#include <algorithm>

#include <vector>

#define debug puts("----------")

//#define INF 0x3f3f3f3f

#define maxn 300005

using namespace std;

priority\_queue<int> q;      //优先队列

vector<int> vec[maxn];

int b[maxn],num[maxn];

int m,n;

void init()

{

    memset(num,0,sizeof(num));

    for(int i = 1 ; i <= n ; i++)

        vec[i].clear();

}

int main()

{

    int t,x,y;

    while(~scanf("%d%d",&n,&m))

    {

        init();

        int flag = 0;

        for(int i = 0 ; i < m ; i++)

        {

            scanf("%d%d",&x,&y);

            num[x]++;

            vec[y].push\_back(x);

        }

        for(int i = 1 ; i <= n ; i++)

        {

            if(num[i] == 0) q.push(i);

        }

        int temp  =  n;

        while(!q.empty())

        {

            temp--;

            int u = q.top();

            b[temp] = u;

            q.pop();

            for(int i = 0 ; i < vec[u].size() ; i++)

            {

                int v = vec[u][i];

                num[v]--;

                if(!num[v]) q.push(v);

            }

        }

        for(int i = 1 ; i <= n ; i++)

            if(num[i])

        {

            flag = 1;

            break;

        }

        if(flag) cout <<"NO"<<endl;

        else cout << "YES"<<endl;

    }

    return 0;

}

### 2 最小生成树

typedef int mytype;

const int NV=1005;

int pre[NV],vis[NV];

mytype dis[NV],g[NV][NV];

void init(int n,int m,int s)

{

    memset(pre,0,sizeof(pre));

    memset(vis,0,sizeof(vis));

    for (int i=0; i<=n; i++)

        dis[i]=inf;

    dis[s]=0;

    for (int i=1; i<=n; i++)

        for (int j=1; j<=n; j++)

            g[i][j]=inf;

    for (int i=1; i<=m; i++)

    {

        int u,v,l;

        scanf("%d%d%d",&u,&v,&l);

        g[u][v]=l;

        g[v][u]=l;

    }

}

mytype prim(int n)

{

    mytype ans=0;

    for (int i=1; i<=n; i++)

    {

        int u=0;

        for (int j=1; j<=n; j++)

            if (!vis[j]&&dis[j]<dis[u])

                u=j;

        vis[u]=1;

        ans+=dis[u];

        for (int j=1; j<=n; j++)

            if (!vis[j]&&g[u][j]<dis[j])

            {

                dis[j]=g[u][j];

                pre[j]=u;

            }

    }

    return ans;

}

bool judge(int n)

{

    int cnt=0;

    for (int i=1; i<=n; i++)

        cnt+=vis[i];

    return cnt==n;

}

typedef int mytype;

const int NV=105;

const int NE=10005;

struct edge

{

    int u,v;

    mytype l;

    bool operator<(const edge e) const

    {

        return l<e.l;

    }

} E[NE];

int f[NV],rk[NV];

int finds(int x)

{

    return f[x]==x?x:f[x]=finds(f[x]);

}

void uni(int a,int b)

{

    a=finds(a);

    b=finds(b);

    if (a==b) return;

    if (rk[a]>rk[b]) f[b]=a;

    else

    {

        if (rk[a]==rk[b]) rk[b]++;

        f[a]=b;

    }

}

void init(int n,int m)

{

    memset(rk,0,sizeof(rk));

    for (int i=1; i<=n; i++)

        f[i]=i;

    for (int i=1; i<=m; i++)

        scanf("%d%d%d",&E[i].u,&E[i].v,&E[i].l);

}

mytype kruskal(int n,int m)

{

    sort(E+1,E+m+1);

    mytype ans=0;

    for (int i=1; i<=m; i++)

        if (finds(E[i].u)!=finds(E[i].v))

        {

            uni(E[i].u,E[i].v);

            ans+=E[i].l;

        }

    return ans;

}

bool judge(int n)

{

    int flag=0;

    for (int i=1; i<=n; i++)

        if (finds(i)==i)

            flag++;

    return flag==1;

}

### 3 dijk

dijk

#include<bits/stdc++.h>

using namespace std;

#define INF 1<<29

#define debug puts("\*\*\*\*\*\*\*\*\*\*\n")

#define mx 1005

int mapp[mx][mx];

int dis[mx],mark[mx];

void init()

{

    int i,j;

    for(i=0;i<mx;i++)

        for(j=0;j<mx;j++)

        mapp[i][j]=INF;

    memset(mark,0,sizeof(0));

}

void dijk(int u,int n)

{

    int m,i,j,min,v;

    memset(mark,0,mx);

    for(i=1;i<=n;i++)

        dis[i]=mapp[u][i];

    mark[u]=1;

    dis[u]=0;

    while(1)

    {

        min=INF;

        for(i=1;i<=n;i++)

            if(!mark[i]&&min>dis[i])

            min=dis[i],v=i;

        if(min==INF)

            break;

        mark[v]=1;

        for(i=1;i<=n;i++)

            if(!mark[i]&&dis[v]+mapp[v][i]<dis[i])

            dis[i]=dis[v]+mapp[v][i];

    }

}

int main()

{

    int n,m;

    while(~scanf("%d%d",&n,&m))

    {

        int i,j,a,b,c;

        init();

        for(i=0;i<m;i++)

        {

            scanf("%d%d%d",&a,&b,&c);

            mapp[a][b]=mapp[b][a]=c;

        }

        dijk(1,n);

        printf("%d\n",dis[n]);

    }

}

### 4 SPFA

typedef int mytype;

const int NV=105;

const int NE=10005\*2;

mytype dis[NV];

int pre[NV],vis[NV],vcnt[NV],he[NV],ecnt,flag;

struct edge

{

    int v,next;

    mytype l;

} E[NE];

void adde(int u,int v,mytype l)

{

    E[++ecnt].v=v;

    E[ecnt].l=l;

    E[ecnt].next=he[u];

    he[u]=ecnt;

}

void init(int n,int m,int s)

{

    ecnt=0;

    memset(pre,0,sizeof(pre));

    memset(vis,0,sizeof(vis));

    memset(vcnt,0,sizeof(vcnt));

    memset(he,-1,sizeof(he));

    for (int i=0; i<=n; i++)

        dis[i]=inf;

    dis[s]=0;

    for (int i=1; i<=m; i++)

    {

        int u,v;

        mytype l;

        scanf("%d%d%d",&u,&v,&l);

        adde(u,v,l);

        adde(v,u,l);

    }

}

void spfa(int n,int m,int s)

{

    queue<int> q;

    vis[s]=1;

    q.push(s);

    flag=0;

    while(!q.empty())

    {

        int u=q.front();

        q.pop();

        vis[u]=0;

        if(vcnt[u]>=n)

        {

            flag=1;

            break;

        }

        for (int i=he[u]; i!=-1; i=E[i].next)

            if (dis[u]+E[i].l<dis[E[i].v])

            {

                dis[E[i].v]=dis[u]+E[i].l;

                pre[E[i].v]=u;

                if (!vis[E[i].v])

                {

                    vis[E[i].v]=1;

                    q.push(E[i].v);

                    vcnt[E[i].v]++;

                }

            }

    }

}

### 5网络流

网络流（最大流）

#include<stdio.h>  
#include<cstring>  
#include<algorithm>  
#include<iostream>  
#include<cmath>  
#include<vector>  
using namespace std;  
#define mem(x,y) memset(x,y,sizeof(x))  
#define inf 0x3f3f3f3f  
#define debug puts("-----")  
#define maxn 10000+5  
#define ll long long  
#define LL long long  
#define NE 3000  
#define mx 10005  
#define ep 1e-2  
#define pi acos(-1.0)    
#define mod 1000000007   
///===================================////  
#define INF 0x3f3f3f3f  
const int maxm = 120900;  
int n;  
struct Node {  
    int v;    // vertex  
    int cap;    // capacity  
    int flow;   // current flow in this arc  
    int nxt;  
} e[maxm \* 2];  
int g[maxn], fcnt;  
int st, ed;  
void add\_(int u, int v, int c) {  
    e[++fcnt].v = v;  
    e[fcnt].cap = c;  
    e[fcnt].flow = 0;  
    e[fcnt].nxt = g[u];  
    g[u] = fcnt;  
    e[++fcnt].v = u;  
    e[fcnt].cap = 0;  
    e[fcnt].flow = 0;  
    e[fcnt].nxt = g[v];  
    g[v] = fcnt;  
}  
void init\_maxflow(int src,int sink,int n\_) {  
    memset(g, 0, sizeof(g));  
    fcnt = 1;  
n=n\_;    //n为包括源点和汇点的总点个数  
    st = src, ed = sink;/\*修改\*/  
    //n = n + 3; //这里可以将n适当扩大一些  
/\*什么JB玩意儿\*/  
}  
int dist[maxn], numbs[maxn], q[maxn];  
void rev\_bfs() {  
    int font = 0, rear = 1;  
    for (int i = 0; i <= n; i++) { //n为总点数  
        dist[i] = maxn;  
        numbs[i] = 0;  
    }  
    q[font] = ed;  
    dist[ed] = 0;  
    numbs[0] = 1;  
    while(font != rear) {  
        int u = q[font++];  
        for (int i = g[u]; i; i = e[i].nxt) {  
            if (e[i ^ 1].cap == 0 || dist[e[i].v] < maxn) continue;  
            dist[e[i].v] = dist[u] + 1;  
            ++numbs[dist[e[i].v]];  
            q[rear++] = e[i].v;  
        }  
    }  
}  
int maxflow() {  
    rev\_bfs();  
    int u, totalflow = 0;  
    int curg[maxn], revpath[maxn];  
    for(int i = 0; i <= n; ++i) curg[i] = g[i];  
    u = st;  
    while(dist[st] < n) {  
        if(u == ed) {   // find an augmenting path  
            int augflow = INF;  
            for(int i = st; i != ed; i = e[curg[i]].v)  
                augflow = min(augflow, e[curg[i]].cap);  
            for(int i = st; i != ed; i = e[curg[i]].v) {  
                e[curg[i]].cap -= augflow;  
                e[curg[i] ^ 1].cap += augflow;  
                e[curg[i]].flow += augflow;  
                e[curg[i] ^ 1].flow -= augflow;  
            }  
            totalflow += augflow;  
            u = st;  
        }  
        int i;  
        for(i = curg[u]; i; i = e[i].nxt)  
            if(e[i].cap > 0 && dist[u] == dist[e[i].v] + 1) break;  
        if(i) {   // find an admissible arc, then Advance  
            curg[u] = i;  
            revpath[e[i].v] = i ^ 1;  
            u = e[i].v;  
        } else {    // no admissible arc, then relabel this vertex  
            if(0 == (--numbs[dist[u]])) break;    // GAP cut, Important!  
            curg[u] = g[u];  
            int mindist = n;  
            for(int j = g[u]; j; j = e[j].nxt)  
                if(e[j].cap > 0) mindist = min(mindist, dist[e[j].v]);  
            dist[u] = mindist + 1;  
            ++numbs[dist[u]];  
            if(u != st)  
                u = e[revpath[u]].v;    // Backtrack  
        }  
    }  
    return totalflow;  
}  
///================分割线=============///  
//最大流的输出路径  
int out[maxm][3], tot = 0;  
void get\_out() {  
    for (int u = 1; u < ed; u++) {  
        for (int i = g[u]; i; i = e[i].nxt) {  
            if (e[i].v != ed && e[i].flow > 0) {  
                out[tot][0] = u;  
                out[tot][1] = e[i].v;  
                out[tot++][2] = e[i].flow;  
            }  
        }  
    }  
}  
  
//n为包括源点和汇点的总点个数

网络流（最小费用最大流）

#include<iostream>  
#include<cstring>  
#include<cstdio>  
#include<queue>  
#define inf (1<<30)  
using namespace std;  
int st,en;  
struct Edge  
{  
    int u,v,w,next;  
    int cost;  
}e[50000];  
int ecnt,pre[250];  
void adde(int u,int v,int w,int cost)  
{  
    e[ecnt].u=u;  
    e[ecnt].v=v;  
    e[ecnt].w=w;  
    e[ecnt].cost=cost;  
    e[ecnt].next=pre[u];  
    pre[u]=ecnt++;  
    e[ecnt].u=v;  
    e[ecnt].v=u;  
    e[ecnt].w=0;  
    e[ecnt].cost=-cost;  
    e[ecnt].next=pre[v];  
    pre[v]=ecnt++;  
}  
int f,v;  
void init()  
{  
    ecnt=0;  
    memset(pre,-1,sizeof(pre));  
    st=0,en=f+v+1;  
}  
bool vis[250];  
int p[250];  
int dis[250];  
bool spfa()  
{  
    queue<int>que;  
    memset(p,-1,sizeof(p));  
    memset(vis,0,sizeof(vis));  
    for(int i=st; i<=en; i++)  
    {  
        dis[i]=inf;  
    }  
    dis[st]=0;  
    vis[st]=1;  
    que.push(st);  
    while(!que.empty())  
    {  
        int u=que.front();  
        que.pop();  
        vis[u]=0;  
        for(int i=pre[u]; i!=-1; i=e[i].next)  
        {  
            int v=e[i].v;  
            if(e[i].w>0&&dis[v]>dis[u]+e[i].cost)  
            {  
                dis[v]=dis[u]+e[i].cost;  
                p[v]=i;  
                if(vis[v]==0)  
                {  
                    que.push(v);  
                    vis[v]=1;  
                }  
            }  
        }  
    }  
    if(dis[en]==inf)  
        return false;  
    return true;  
}  
int MCMF()  
{  
    int flow=0,mincost=0;  
    int minflow;  
    while(spfa())  
    {  
        minflow=inf;  
        for(int i=p[en]; i!=-1; i=p[e[i].u])  
        {  
            minflow=min(minflow,e[i].w);  
        }  
        for(int i=p[en]; i!=-1; i=p[e[i].u])  
        {  
            e[i].w-=minflow;  
            e[i^1].w+=minflow;  
        }  
        flow+=minflow;  
        mincost+=minflow\*dis[en];  
    }  
    return mincost;  
}  
int main()  
{  
    cin>>f>>v;  
    init();  
    int a;  
    for(int i=1; i<=f; i++)  
    {  
        for(int j=1; j<=v; j++)  
        {  
            scanf("%d",&a);  
            adde(i,f+j,1,-a);  
        }  
    }  
    for(int i=1; i<=f; i++)  
    {  
        adde(st,i,1,0);  
    }  
    for(int i=1; i<=v; i++)  
    {  
        adde(f+i,en,1,0);  
    }  
    int ans=MCMF();  
    cout<<-ans;  
    return 0;  
}  
  
注意其中的ecnt必须从0开始

## 9 数学

### 1 高斯消元

#include<stdio.h>

#include<algorithm>

#include<iostream>

#include<string.h>

#include<math.h>

using namespace std;

const int MAXN=50;

int a[MAXN][MAXN];//增广矩阵

int x[MAXN];//解集

bool free\_x[MAXN];//标记是否是不确定的变元

/\*

void Debug(void)

{

    int i, j;

    for (i = 0; i < equ; i++)

    {

        for (j = 0; j < var + 1; j++)

        {

            cout << a[i][j] << " ";

        }

        cout << endl;

    }

    cout << endl;

}

\*/

inline int gcd(int a,int b)

{

    int t;

    while(b!=0)

    {

        t=b;

        b=a%b;

        a=t;

    }

    return a;

}

inline int lcm(int a,int b)

{

    return a/gcd(a,b)\*b;//先除后乘防溢出

}

// 高斯消元法解方程组(Gauss-Jordan elimination).(-2表示有浮点数解，但无整数解，

//-1表示无解，0表示唯一解，大于0表示无穷解，并返回自由变元的个数)

//有equ个方程，var个变元。增广矩阵行数为equ,分别为0到equ-1,列数为var+1,分别为0到var.

int Gauss(int equ,int var)

{

    int i,j,k;

    int max\_r;// 当前这列绝对值最大的行.

    int col;//当前处理的列

    int ta,tb;

    int LCM;

    int temp;

    int free\_x\_num;

    int free\_index;

    for(int i=0; i<=var; i++)

    {

        x[i]=0;

        free\_x[i]=true;

    }

    //转换为阶梯阵.

    col=0; // 当前处理的列

    for(k = 0; k < equ && col < var; k++,col++)

    {

        // 枚举当前处理的行.

// 找到该col列元素绝对值最大的那行与第k行交换.(为了在除法时减小误差)

        max\_r=k;

        for(i=k+1; i<equ; i++)

        {

            if(abs(a[i][col])>abs(a[max\_r][col])) max\_r=i;

        }

        if(max\_r!=k)

        {

            // 与第k行交换.

            for(j=k; j<var+1; j++) swap(a[k][j],a[max\_r][j]);

        }

        if(a[k][col]==0)

        {

            // 说明该col列第k行以下全是0了，则处理当前行的下一列.

            k--;

            free\_x[free\_num++] = col;//这个是自由变元

            continue;

        }

        for(i=k+1; i<equ; i++)

        {

            // 枚举要删去的行.

            if(a[i][col]!=0)

            {

                LCM = lcm(abs(a[i][col]),abs(a[k][col]));

                ta = LCM/abs(a[i][col]);

                tb = LCM/abs(a[k][col]);

                if(a[i][col]\*a[k][col]<0)tb=-tb;//异号的情况是相加

                for(j=col; j<var+1; j++)

                {

                    a[i][j] = a[i][j]\*ta-a[k][j]\*tb;

                }

            }

        }

    }

    //  Debug();

    // 1. 无解的情况: 化简的增广阵中存在(0, 0, ..., a)这样的行(a != 0).

    for (i = k; i < equ; i++)

    {

        // 对于无穷解来说，如果要判断哪些是自由变元，那么初等行变换中的交换就会影响，则要记录交换.

        if (a[i][col] != 0) return -1;

    }

    // 2. 无穷解的情况: 在var \* (var + 1)的增广阵中出现(0, 0, ..., 0)这样的行，即说明没有形成严格的上三角阵.

    // 且出现的行数即为自由变元的个数.

    if (k < var)

    {

        // 首先，自由变元有var - k个，即不确定的变元至少有var - k个.

        for (i = k - 1; i >= 0; i--)

        {

            // 第i行一定不会是(0, 0, ..., 0)的情况，因为这样的行是在第k行到第equ行.

            // 同样，第i行一定不会是(0, 0, ..., a), a != 0的情况，这样的无解的.

            free\_x\_num = 0; // 用于判断该行中的不确定的变元的个数，如果超过1个，则无法求解，它们仍然为不确定的变元.

            for (j = 0; j < var; j++)

            {

                if (a[i][j] != 0 && free\_x[j]) free\_x\_num++, free\_index = j;

            }

            if (free\_x\_num > 1) continue; // 无法求解出确定的变元.

            // 说明就只有一个不确定的变元free\_index，那么可以求解出该变元，且该变元是确定的.

            temp = a[i][var];

            for (j = 0; j < var; j++)

            {

                if (a[i][j] != 0 && j != free\_index) temp -= a[i][j] \* x[j];

            }

            x[free\_index] = temp / a[i][free\_index]; // 求出该变元.

            free\_x[free\_index] = 0; // 该变元是确定的.

        }

        return var - k; // 自由变元有var - k个.

    }

    // 3. 唯一解的情况: 在var \* (var + 1)的增广阵中形成严格的上三角阵.

    // 计算出Xn-1, Xn-2 ... X0.

    for (i = var - 1; i >= 0; i--)

    {

        temp = a[i][var];

        for (j = i + 1; j < var; j++)

        {

            if (a[i][j] != 0) temp -= a[i][j] \* x[j];

        }

        if (temp % a[i][i] != 0) return -2; // 说明有浮点数解，但无整数解.

        x[i] = temp / a[i][i];

    }

    return 0;

}

int main(void)

{

    freopen("in.txt", "r", stdin);

    freopen("out.txt","w",stdout);

    int i, j;

    int equ,var;

    while (scanf("%d %d", &equ, &var) != EOF)

    {

        memset(a, 0, sizeof(a));

        for (i = 0; i < equ; i++)

        {

            for (j = 0; j < var + 1; j++)

            {

                scanf("%d", &a[i][j]);

            }

        }

//        Debug();

        int free\_num = Gauss(equ,var);

        if (free\_num == -1) printf("无解!\n");

        else if (free\_num == -2) printf("有浮点数解，无整数解!\n");

        else if (free\_num > 0)

        {

            printf("无穷多解! 自由变元个数为%d\n", free\_num);

            for (i = 0; i < var; i++)

            {

                if (free\_x[i]) printf("x%d 是不确定的\n", i + 1);

                else printf("x%d: %d\n", i + 1, x[i]);

            }

        }

        else

        {

            for (i = 0; i < var; i++)

            {

                printf("x%d: %d\n", i + 1, x[i]);

            }

        }

        printf("\n");

    }

    return 0;

}

精简版

int equ,var;

int a[110][110];

int x[110];

int free\_x[110];

int free\_num;

//返回值为-1表示无解，为0是唯一解，否则返回自由变元个数

int Gauss()

{

    int max\_r, col, k;

    free\_num = 0;

    for(k = 0, col = 0; k < equ && col < var; k++, col++)

    {

        max\_r = k;

        for(int i = k+1 ; i < equ; i++)

            if(abs(a[i][col]) > abs(a[max\_r][col]))

                max\_r = i;

        if(a[max\_r][col] == 0)

        {

            k--;

            free\_x[free\_num++] = col; //自由变元

            continue;

        }

        if(max\_r != k)

        {

            for(int j = col; j < var+1; j++)

                swap(a[k][j],a[max\_r][j]);

        }

        for(int i = k+1; i < equ;i++)

            if(a[i][col] != 0)

                for(int j = col; j < var+1;j++)

                    a[i][j] ^= a[k][j];

    }

    for(int i = k;i < equ;i++)

        if(a[i][col] != 0)

            return -1;

    if(k < var)return var-k;

    for(int i = var-1; i >= 0;i--)

    {

        x[i] = a[i][var];

        for(int j = i+1; j < var;j++)

            x[i] ^= (a[i][j] && x[j]);

    }

    return 0;

}

异或模板

//对2取模的01方程组

const int MAXN = 300;

//有equ个方程，var个变元。增广矩阵行数为equ,列数为var+1,分别为0到var

int equ,var;

int a[MAXN][MAXN]; //增广矩阵

int x[MAXN]; //解集

int free\_x[MAXN];//用来存储自由变元（多解枚举自由变元可以使用）

int free\_num;//自由变元的个数

//返回值为-1表示无解，为0是唯一解，否则返回自由变元个数

int Gauss()

{

    int max\_r,col,k;

    free\_num = 0;

    for(k = 0, col = 0 ; k < equ && col < var ; k++, col++)

    {

        max\_r = k;

        for(int i = k+1;i < equ;i++)

        {

            if(abs(a[i][col]) > abs(a[max\_r][col]))

                max\_r = i;

        }

        if(a[max\_r][col] == 0)

        {

            k--;

            free\_x[free\_num++] = col;//这个是自由变元

            continue;

        }

        if(max\_r != k)

        {

            for(int j = col; j < var+1; j++)

                swap(a[k][j],a[max\_r][j]);

        }

        for(int i = k+1;i < equ;i++)

        {

            if(a[i][col] != 0)

            {

                for(int j = col;j < var+1;j++)

                    a[i][j] ^= a[k][j];

            }

        }

    }

    for(int i = k;i < equ;i++)

        if(a[i][col] != 0)

            return -1;//无解

    if(k < var) return var-k;//自由变元个数

    //唯一解，回代

    for(int i = var-1; i >= 0;i--)

    {

        x[i] = a[i][var];

        for(int j = i+1;j < var;j++)

            x[i] ^= (a[i][j] && x[j]);

    }

    return 0;

}

<http://www.cppblog.com/menjitianya/archive/2014/06/08/207226.html>

<http://www.cnblogs.com/kuangbin/p/3265270.html>

### 2 组合数学

二项式

const int CN=20;

long long c[CN][CN]= {};

void cinit()

{

    for(int i=0; i<CN; i++)

    {

        c[i][0]=c[i][i]=1;

        for(int j=1; j<i; j++)

            c[i][j]=c[i-1][j]+c[i-1][j-1];

    }

}

//小的数据可以，大的数据不行，要用逆元处理除

ll cc(ll n,ll m)

{

    if(m>n)

        return 0;

    ll i,ans=1;

    for(i=m+1;i<=n;i++)

        ans=ans\*i;

    for(i=2;i<=n-m;i++)

        ans=ans/i;

    return ans;

}

//处理大数据的

ll cc(ll n,ll m)

{

    if(m>n)

        return 0;

    ll a=1, b=1;

    if(m>n) return 0;

    while(m)

    {

        a=(a\*n)%mod;

        b=(b\*m)%mod;

        m--;

        n--;

    }

    return (ll)a\*inv(b)%mod;

}

普通母函数

for(i=0; i<n; i++)

            {

                for(j=0; j<=m[i]; j++)

                    for(k=0; k+j\*p[i]<=num; k++)

                        tmp[k+j\*p[i]]+=ans[k];

                for(j=0; j<=num; j++)

                {

                    ans[j]=+tmp[j];

                    tmp[j]=0;

                    ans[j]%=10000;

                }

            }

指数型母函数

double tmp[mx\*mx]= {0},ans[mx\*mx]= {0},a[mx]= {0},arrange[mx\*mx]= {1};

ll n,m,i,j,k,num=0;

    for(i=1; i<mx\*mx; i++)

        arrange[i]=i\*arrange[i-1];

    while(~scanf("%I64d%I64d",&n,&m))

    {

        memset(tmp,0,sizeof(tmp));

        memset(ans,0,sizeof(ans));

        memset(a,0,sizeof(a));

        for(i=0; i<n; i++)

            scanf("%lf",&a[i]);

        ans[0]=1;

        for(i=0; i<n; i++)

        {

            for(j=0; j<=a[i]; j++)

                for(k=0; k+j<=m; k++)

                    tmp[k+j]+=ans[k]/arrange[j];

            memcpy(ans,tmp,sizeof(ans));

            memset(tmp,0,sizeof(tmp));

        }

        printf("%.lf\n",ans[m]\*arrange[m]);

    }

c(k, 1) + c(k, 3) + c(k, 5) +…… = 2^（k - 1)

c(k, 0) + c(k, 2) + c(k, 3) + c(k, 5) +…… = 2^（k - 1)

c(k, 0) + c(k, 1) + c(k, 2) +…… = 2^k

1\*C(n,1)+2\*C(n,2)+3\*C(n,3)+…+n\*C(n,n)=n\*2^(n-1)

### 3 卡特兰数

其前几项为 : 1, 1, 2, 5, 14, 42, 132, 429, 1430, 4862, 16796, 58786, 208012, 742900, 2674440, 9694845, 35357670, 129644790, 477638700, 1767263190, 6564120420, 24466267020, 91482563640, 343059613650, 1289904147324, 4861946401452, ...

令h(0)=1,h(1)=1，catalan数满足递推式[1]  ：

**h(n)= h(0)\*h(n-1)+h(1)\*h(n-2) + ... + h(n-1)h(0) (n>=2)**

例如：h(2)=h(0)\*h(1)+h(1)\*h(0)=1\*1+1\*1=2

h(3)=h(0)\*h(2)+h(1)\*h(1)+h(2)\*h(0)=1\*2+1\*1+2\*1=5

另类递推式[2]  ：

**h(n)=h(n-1)\*(4\*n-2)/(n+1);**

递推关系的解为：

**h(n)=C(2n,n)/(n+1) (n=0,1,2,...)**

递推关系的另类解为：

**h(n)=c(2n,n)-c(2n,n-1)(n=0,1,2,...)**

**应用：**

矩阵连乘： P=a1×a2×a3×……×an，依据乘法结合律，不改变其顺序，只用括号表示成对的乘积，试问有几种括号化的方案？(h(n-1)种)

一个栈(无穷大)的[进栈](http://baike.baidu.com/view/346788.htm)序列为1，2，3，…，n，有多少个不同的[出栈](http://baike.baidu.com/view/346791.htm)序列?

有2n个人排成一行进入剧场。入场费5元。其中只有n个人有一张5元钞票，另外n人只有10元钞票，剧院无其它钞票，问有多少中方法使得只要有10元的人买票，售票处就有5元的钞票找零？(将持5元者到达视作将5元入栈，持10元者到达视作使栈中某5元出栈)

在一个[凸多边形](http://baike.baidu.com/view/363944.htm)中，通过若干条互不相交的对角线，把这个多边形划分成了若干个三角形。任务是键盘上输入凸多边形的边数n，求不同划分的方案数f（n）。比如当n=6时，f（6）=14
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一位大城市的律师在她住所以北n个街区和以东n个街区处工作。每天她走2n个街区去上班。如果她从不穿越（但可以碰到）从家到办公室的对角线，那么有多少条可能的道路？

在[圆上](http://baike.baidu.com/view/2300579.htm)选择2n个点,将这些点成对连接起来使得所得到的n条线段不相交的方法数？

给定N个[节点](http://baike.baidu.com/view/47398.htm)，能构成多少种不同的[二叉树](http://baike.baidu.com/view/88806.htm)？

### 4 归并排序

归并排序求逆序数

题目网址

<http://poj.org/problem?id=1804>

详解博客

<http://blog.csdn.net/acdreamers/article/details/16849761>

实际上归并排序的交换次数就是这个数组的逆序对个数，为什么呢？

我们可以这样考虑：

归并排序是将数列a[l,h]分成两半a[l,mid]和a[mid+1,h]分别进行归并排序，然后再将这两半合并起来。

在合并的过程中（设l<=i<=mid，mid+1<=j<=h），当a[i]<=a[j]时，并不产生逆序数；当a[i]>a[j]时，在

前半部分中比a[i]大的数都比a[j]大，将a[j]放在a[i]前面的话，逆序数要加上mid+1-i。因此，可以在归并

排序中的合并过程中计算逆序数.

#include <iostream>

#include <string.h>

#include <stdio.h>

using namespace std;

const int N = 1005;

int a[N],tmp[N];

int ans;

void Merge(int l,int m,int r)

{

    int i = l;

    int j = m + 1;

    int k = l;

    while(i <= m && j <= r)

    {

        if(a[i] > a[j])

        {

            tmp[k++] = a[j++];

            ans += m - i + 1;

        }

        else

        {

            tmp[k++] = a[i++];

        }

    }

    while(i <= m) tmp[k++] = a[i++];

    while(j <= r) tmp[k++] = a[j++];

    for(int i=l;i<=r;i++)

        a[i] = tmp[i];

}

void Merge\_sort(int l,int r)

{

    if(l < r)

    {

        int m = (l + r) >> 1;

        Merge\_sort(l,m);

        Merge\_sort(m+1,r);

        Merge(l,m,r);

    }

}

int main()

{

    int n,T,tt=1;

    scanf("%d",&T);

    while(T--)

    {

        scanf("%d",&n);

        for(int i=0;i<n;i++)

            scanf("%d",&a[i]);

        ans = 0;

        Merge\_sort(0,n-1);

        printf("Scenario #%d:\n%d\n\n",tt++,ans);

    }

    return 0;

}

### 5 高精度

const int ra=10;

int ten[4]= {1,ra,ra\*ra,ra\*ra\*ra};

int radix=ra\*ra\*ra\*ra;

const int NV=1000;

struct integer

{

int d[NV];

integer()

{

\*this=integer(0);

}

integer(int x)

{

for (int i=0; i<NV; i++) d[i]=0;

if (!x) d[0]=1;

while(x)

{

d[++d[0]]=x%radix;

x/=radix;

}

}

integer(long long x)

{

for (int i=0; i<NV; i++) d[i]=0;

if (!x) d[0]=1;

while(x)

{

d[++d[0]]=x%radix;

x/=radix;

}

}

integer(const char s[])

{

int len=strlen(s),i,j,k;

d[0]=(len-1)/4+1;

for (i=1; i<NV; i++) d[i]=0;

for (i=len-1; i>=0; i--)

{

j=(len-i-1)/4+1;

k=(len-i-1)%4;

d[j]+=ten[k]\*(s[i]-'0');

}

while(d[0]>1&&d[d[0]]==0) d[0]--;

}

string tostring()

{

string s;

int i,j,temp;

for (i=3; i>=1; i--) if (d[d[0]]>=ten[i]) break;

temp=d[d[0]];

for (j=i; j>=0; j--)

{

s+=(char) (temp/ten[j]+'0');

temp%=ten[j];

}

for (i=d[0]-1; i>0; i--)

{

temp=d[i];

for (j=3; j>=0; j--)

{

s+=(char) (temp/ten[j]+'0');

temp%=ten[j];

}

}

return s;

}

void output()

{

int k=d[0];

printf("%d",d[k--]);

while(k) printf("%04d",d[k--]);

putchar('\n');

}

} d,mid1[15];

bool operator <(const integer &a,const integer &b)

{

if (a.d[0]!=b.d[0]) return a.d[0]<b.d[0];

for (int i=a.d[0]; i>0; i--)

if (a.d[i]!=b.d[i])

return a.d[i]<b.d[i];

return 0;

}

integer operator +(const integer &a,const integer &b)

{

integer c;

c.d[0]=max(a.d[0],b.d[0]);

int i,x=0;

for (i=1; i<=c.d[0]; i++)

{

x+=a.d[i]+b.d[i];

c.d[i]=x%radix;

x/=radix;

}

while(x)

{

c.d[++c.d[0]]=x%radix;

x/=radix;

}

return c;

}

integer operator -(const integer &a,const integer &b)

{

integer c;

c.d[0]=a.d[0];

int i,x=0;

for (i=1; i<=c.d[0]; i++)

{

x+=radix+a.d[i]-b.d[i];

c.d[i]=x%radix;

x=x/radix-1;

}

while(c.d[0]>1&&c.d[c.d[0]]==0) c.d[0]--;

return c;

}

integer operator \*(const integer &a,const integer &b)

{

integer c;

c.d[0]=a.d[0]+b.d[0];

int i,j,x=0;

for (i=1; i<=a.d[0]; i++)

{

x=0;

for (j=1; j<=b.d[0]; j++)

{

x=a.d[i]\*b.d[j]+x+c.d[i+j-1];

c.d[i+j-1]=x%radix;

x/=radix;

}

c.d[i+b.d[0]]=x;

}

while(c.d[0]>1&&c.d[c.d[0]]==0) c.d[0]--;

return c;

}

integer operator \*(const integer &a,const long long &k)

{

integer c;

c.d[0]=a.d[0];

int i;

long long x=0;

for (i=1; i<=a.d[0]; i++)

{

x+=a.d[i]\*k;

c.d[i]=x%radix;

x/=radix;

}

while(x>0)

{

c.d[++c.d[0]]=x%radix;

x/=radix;

}

while(c.d[0]>1&&c.d[c.d[0]]==0) c.d[0]--;

return c;

}

long long rem;

integer operator /(const integer &a,const long long &k)

{

integer c;

c.d[0]=a.d[0];

long long x=0;

for (int i=a.d[0]; i>=1; i--)

{

x+=a.d[i];

c.d[i]=x/k;

x%=k;

rem=x;

x\*=radix;

}

while(c.d[0]>1&&c.d[c.d[0]]==0) c.d[0]--;

return c;

}

bool smaller(const integer &a,const integer &b,int delta)

{

if (a.d[0]+delta!=b.d[0]) return a.d[0]+delta<b.d[0];

for (int i=a.d[0]; i>0; i--)

if (a.d[i]!=b.d[i+delta])

return a.d[i]<b.d[i+delta];

return 1;

}

void Minus(integer &a,const integer &b,int delta)

{

int i,x=0;

for (i=1; i<=a.d[0]-delta; i++)

{

x+=radix+a.d[i+delta]-b.d[i];

a.d[i+delta]=x%radix;

x=x/radix-1;

}

while(a.d[0]>1&&a.d[a.d[0]]==0) a.d[0]--;

}

integer operator /(const integer &a,const integer &b)

{

integer c;

d=a;

int i,j,temp;

mid1[0]=b;

for (i=1; i<=13; i++) mid1[i]=mid1[i-1]\*2;

for (i=a.d[0]-b.d[0]; i>=0; i--)

{

temp=8192;

for (j=13; j>=0; j--)

{

if (smaller(mid1[j],d,i))

{

Minus(d,mid1[j],i);

c.d[i+1]+=temp;

}

temp/=2;

}

}

c.d[0]=max(1,a.d[0]-b.d[0]+1);

while(c.d[0]>1&&c.d[c.d[0]]==0) c.d[0]--;

return c;

}

bool operator ==(const integer &a,const integer &b)

{

if (a.d[0]!=b.d[0]) return 0;

for (int i=1; i<=a.d[0]; i++)

if (a.d[i]!=b.d[i])

return 0;

return 1;

}

void init(int b) ///将大数切换至任意<=10进制

{

for (int i=1; i<=3; i++)

ten[i]=ten[i-1]\*b;

radix=b\*b\*b\*b;

}

### 6 矩阵

typedef long long mytype;

const int SZ=105;

const long long M=1000000007;

long long quickpow(long long a, long long b)

{

    if(b < 0) return 0;

    long long ret = 1;

    a %= M;

    for (; b; b >>= 1, a = (a \* a) % M)

        if (b & 1)

            ret = (ret \* a) % M;

    return ret;

}

long long inv(long long a)

{

    return quickpow(a,M-2);

}

struct mat

{

    int n,m;

    mytype a[SZ][SZ];

    void init()

    {

        memset(a,0,sizeof(a));

    }

    mat(int n=SZ,int m=SZ):n(n),m(m) {}

    mat unit()

    {

        mat t(n,n);

        t.init();

        for (int i=0; i<n; i++)

            t.a[i][i]=1;

        return t;

    }

    mytype \*operator [](int n)

    {

        return \*(a+n);

    }

    mat operator +(const mat &b)

    {

        mat t(n,m);

        for (int i=0; i<n; i++)

            for (int j=0; j<m; j++)

                t.a[i][j]=(a[i][j]+b.a[i][j]+M)%M;

        return t;

    }

    mat operator -(const mat &b)

    {

        mat t(n,m);

        for (int i=0; i<n; i++)

            for (int j=0; j<m; j++)

                t.a[i][j]=(a[i][j]-b.a[i][j]+M)%M;

        return t;

    }

    mat operator \*(const mat &b)

    {

        mat t(n,m);

        for(int i=0; i<n; i++)

            for(int j=0; j<m; j++)

            {

                t.a[i][j]=0;

                for(int k=0; k<m; k++)

                    t.a[i][j]=(t.a[i][j]+(a[i][k]\*b.a[k][j])%M)%M;

            }

        return t;

    }

    mat operator \*(const mytype &b)

    {

        mat t(n,m);

        for(int i=0; i<n; i++)

            for(int j=0; j<m; j++)

                t.a[i][j]=a[i][j]\*b%M;

        return t;

    }

    mat operator /(const mytype &b)

    {

        mat t(n,m);

        for(int i=0; i<n; i++)

            for(int j=0; j<m; j++)

                t.a[i][j]=a[i][j]\*inv(b)%M;

        return t;

    }

    mat operator !()

    {

        mat t(n,m);

        for(int i=0; i<n; i++)

            for(int j=0; j<m; j++)

                t.a[i][j]=a[j][i];

        return t;

    }

    mytype det()

    {

    }

    mat invm(mat &a)

    {

    }

    friend mat quickpow(mat a, mytype b)

    {

        if(b<0) return a.unit();

        mat ret=a.unit();

        for (; b; b>>=1,a=a\*a)

            if (b&1)

                ret=ret\*a;

        return ret;

    }

    void in()

    {

        for (int i=0; i<n; i++)

            for (int j=0; j<m; j++)

                scanf("%lld",&a[i][j]);

    }

    void out()

    {

        for (int i=0; i<n; i++)

            for (int j=0; j<m; j++)

                printf("%lld%c",a[i][j]," \n"[j==m-1]);

    }

};

矩阵快速幂

#define mod 10000007

const int maxn = 10;

const int maxm = 10;

ll k;

int n;

int num[100005];

struct Matrix {

    int n, m;

    long long a[maxn][maxm];

    void clear() {

        n = m = 0;

        memset(a, 0, sizeof(a));

    }

    Matrix operator \* (const Matrix &b) const { //实现矩阵乘法

        Matrix tmp;

        tmp.n = n;

        tmp.m = b.m;

        for (int i = 0; i < n; i++)

            for (int j = 0; j < b.m; j++) tmp.a[i][j] = 0;

        for (int i = 0; i < n; i++)

            for (int j = 0; j < m; j++) {

                if (!a[i][j]) continue;

                for (int k = 0; k < b.m; k++)

                    tmp.a[i][k] += a[i][j] \* b.a[j][k]%mod , tmp.a[i][k] %= mod;

            }

        return tmp;

    }

    void Copy(const Matrix &b) {

        n = b.n, m = b.m;

        for (int i = 0; i < n; i++)

            for(int j = 0; j < m; j++) a[i][j] = b.a[i][j];

    }

    void unit(int sz) {

        n = m = sz;

        for (int i = 0; i < n; i++) {

            for (int j = 0; j < n; j++) a[i][j] = 0;

            a[i][i] = 1;

        }

    }

};

Matrix A, B;

void init() {

    A.clear(); //矩阵A是构造的矩阵

    A.n = A.m = 3;

    A.a[0][0] = 1;

    A.a[0][1] = 1;

    A.a[1][0] = 1;

    A.a[2][0] = 1;

    A.a[2][1] = 1;

    A.a[2][2] = 1;

    B.clear();

    B.n = 3;

    B.m = 1;

}

//Matrix Matrix\_pow(Matrix A,ll k, ll mod) {

Matrix Matrix\_pow(Matrix A,ll k)

{

    Matrix res;

    res.clear();

    res.n = res.m = 3;

    for (int i = 0; i < 10; i++) res.a[i][i] = 1;

    while(k) {

        if (k & 1) res.Copy(A \* res);

        k >>= 1;

        A.Copy(A \* A);

    }

    return res;

}

## 10 博弈

### 1 巴士博弈

### 2 尼姆博弈

### 3 威佐夫博弈

int wzf(int n, int m)

{

if(n > m)

swap(n, m);

int k = m-n;

int a = (k \* (1.0 + sqrt(5.0))/2.0);

if(a == n)

return 0;

else

return 1;

}

### 4 sg图

int sg[mx];

    int v[mx];

    int i,j;

    for(i=1; i<mx; i++)

    {

        int x=i;

        mem(v);

        for(j=1; j<=x; j\*=2)

            v[sg[x-j]]++;

        for(j=0; j<mx; j++)

            if(v[j]==0)

                break;

        sg[i]=j;

    }

## 11 计算几何

### 1 三角形

内心：(欧拉定理)△ABC中，R和r分别为外接圆为和内切圆的半径，O和I分别为其外心和内心，则OI2=R2-2Rr

重心：

1、重心到顶点的距离与重心到对边中点的距离之比为2：1。

2、重心和三角形3个顶点组成的3个三角形面积相等。

3、重心到三角形3个顶点距离平方的和最小。 (等边三角形）

4、在平面直角坐标系中，重心的坐标是顶点坐标的算术平均数，

5、三角形内到三边距离之积最大的点。

6、在△ABC中，若MA向量+MB向量+MC向量=0（向量） ，则M点为△ABC的重心，反之也成立。

7、设△ABC重心为G点，所在平面有一点O，则向量OG=1/3（向量OA+向量OB+向量OC）

**S=1/2\*Lr,其中r为三角形内切圆半径.  
![E:\Users\Dequan\AppData\Local\YNote\data\99893492@qq.com\e3f83f8f261a4ecfa89ab18f79f1c471\8701a08bfbc1.png](data:image/png;base64,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)**

### 2 四边形

调和四边形

定义

对边乘积相等的圆内接四边形叫做调和四边形。

性质
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1、调和四边形的其中一条对角线，与过其余两点的四边形外接圆的两条切线，这三条直线共点；

2、设调和四边形ABCD中，对角线AC中点为M，则△AMB∽△DMA∽△DCB，△BMC∽△CMD∽△BAD；

3、设调和四边形ABCD中，对角线AC与过B、D两点的四边形ABCD外接圆的切线所共的点记为P，记AP交BD于Q，则AQ为△ABD的一条陪位中线，A、Q、C、P四点为调和点列；取对角线AC中点M，设四边形ABCD外接圆圆心为O，则B、P、D、O、M五点共圆；

判定

1、利用定义：对边乘积相等的圆内接四边形是调和四边形；

2、过圆外一点作圆的两条切线与一条割线，与圆相交的四点构成的凸四边形为调和四边形。

托勒密定理

圆内接凸四边形两对对边乘积的和等于两条对角线的乘积。

托勒密定理的逆定理同样成立：一个凸四边形两对对边乘积的和等于两条对角线的乘积，则这个凸四边形内接于一圆

### 3 最近点对

const int MAXN=100005;

// 分治算法求最近点对

struct point

{

    double x,y;

};

point p[MAXN];

int index[MAXN];  //保存筛选的坐标点的索引

int cmpx(const point &a,const point &b)

{

    return a.x<b.x;

}

int cmpy(int a,int b)  //这里用的是下标索引

{

    return p[a].y<p[b].y;

}

inline double dis(point &a , point &b)

{

    return sqrt( (a.x-b.x)\*(a.x-b.x) + (a.y-b.y)\*(a.y-b.y) );

}

inline double min(double a , double b)

{

    return a<b?a:b;

}

double closest(int low , int high)

{

    if(low+1==high)

        return dis(p[low],p[high]);

    if(low+2==high)

        return min( dis(p[low],p[high]) , min(dis(p[low],p[low+1]),dis(p[low+1],p[high])) );

    int mid = (low + high)>>1;//求中点

    double ans = min( closest(low,mid),closest(mid+1,high) );  //分治法进行递归求解

    int cnt = 0;

    for(int i=low; i<=high; i++) //把x坐标在p[mid].x-ans~p[mid].x+ans范围内的点取出来

    {

        if(p[i].x >= p[mid].x - ans && p[i].x <= p[mid].x + ans)

            index[cnt++]=i;     //保存的是下标索引

    }

    sort(index,index+cnt,cmpy);   //按y坐标进行升序排序

    for(int i=0; i<cnt; i++)

        for(int j=i+1; j<cnt; j++)

        {

            if(p[index[j]].y - p[index[i]].y >= ans)   //注意下标索引

                break;

            ans = min( ans,dis(p[index[i]],p[index[j]]) );

        }

    return ans;

}

void init(int n)

{

    for (int i=0; i<n; i++)

        scanf("%lf%lf",&p[i].x,&p[i].y);

    sort(p,p+n,cmpx);

    return;

}

int main()

{

    int n;

    while(cin>>n,n!=0)

    {

        init(n);

        printf("%.2lf\n",closest(0,n-1)/2);

    }

    return 0;

}

### 4 凸包

#include<cstdio>

#include<cmath>

#include<iostream>

#include<algorithm>

using namespace std;

const int MAXN=1000;

struct point    //结构体储存点集Q

{

    int x,y;

};

point list[MAXN];

int stack[MAXN],top;

int cross(point p0,point p1,point p2){ //计算叉积  （向量p0p1与向量p0p2的叉积）

    return (p1.x-p0.x)\*(p2.y-p0.y)-(p1.y-p0.y)\*(p2.x-p0.x);

}

double dis(point p1,point p2){  //计算 p1p2的 距离

    return sqrt((double)(p2.x-p1.x)\*(p2.x-p1.x)+(p2.y-p1.y)\*(p2.y-p1.y));

}

bool cmp(point p1,point p2){ //极角排序函数 ， 角度相同则距离小的在前面

    int tmp=cross(list[0],p1,p2);

    if(tmp>0)

        return true;

    else if(tmp==0&&dis(list[0],p1)<dis(list[0],p2))

        return true;

    else

        return false;

}

void init(int n){ //输入，并把最左下方的点放在 list[0]。并且进行极角排序

    int i,k=0;

    point p0;

    scanf("%d%d",&list[0].x,&list[0].y);

    p0.x=list[0].x;

    p0.y=list[0].y;

    for(i=1;i<n;i++){

        scanf("%d%d",&list[i].x,&list[i].y);

        if( (p0.y>list[i].y) || ((p0.y==list[i].y)&&(p0.x>list[i].x)) ){//找纵坐标最小的点，如果纵坐标相同，取横坐标最小的点

            p0.x=list[i].x;

            p0.y=list[i].y;

            k=i;

        }

    }

    list[k]=list[0];

    list[0]=p0;

    sort(list+1,list+n,cmp);//极角排序

}

void graham(int n){

    int i;

    if(n==1){

        top=0;

        stack[0]=0;

    }

    if(n==2){

        top=1;

        stack[0]=0;

        stack[1]=1;

    }

    if(n>2){

        for(i=0;i<=1;i++) stack[i]=i;

        top=1;

        for(i=2;i<n;i++){

            while(top>0&&cross(list[stack[top-1]],list[stack[top]],list[i])<=0)

            top--;

            top++;

            stack[top]=i;

        }

    }

}

int main()

{

    int i,n;

    cin>>n;

    init(n);

    graham(n);

    for(i=0;i<=top;i++)

        cout<<list[stack[i]].x<<' '<<list[stack[i]].y<<endl;

    return 0;

}

### 5 公式

二维

求三角形面积

S = sqrt(s1\* (s1-a) \* (s1-b)\*(s1-c))

其中s1表示三角形周长的一半

三维

四面体内切球半径

s为四个面的面积，其中共点的三个向量a,b,c

r=(a×b)\*c/2.0/s

已知任意四面体（三棱锥）六条棱的棱长，求其体积。  
不妨记同一顶点引出的三条棱棱长的平方分别为a，b，c，它们的对棱棱长的平方分别为d，e，f，则四面体的体积V满足：  
V=sqrt[ad(b+c+e+f-a-d)+be(a+c+d+f-b-e)+cf(a+b+d+e-c-f)-abf-bcd-cae-def)]/12

用向量

混合积 [**a b c**] = (**a**×**b**)·**c**可以得到以**a**，**b**，**c**为棱的平行六面体的体积。

正四面体内切球半径为r=√6a/12,外接球半径为 r=√6a/4

四面体内切球半径为r=v/2/s(v为四面体体积，s为四面体表面积)

向量叉积

三维坐标叉乘

point Cross(point a, point b)

{

point s;

s.x = a.y\*b.z - a.z\*b.y;

s.y = a.z\*b.x - a.x\*b.z;

s.z = a.x\*b.y - b.x\*a.y;

return s;

}

三维坐标点乘

double dot(point a, point b)

{

double s = a.x\*b.x+a.y\*b.y+a.z\*b.z;

return s;

}
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反交换律：

a×b= -b×a

加法的分配律：

a× (b+c) =a×b+a×c

与标量乘法兼容：

(ra) ×b=a× (rb) = r(a×b)

不满足结合律，但满足雅可比恒等式：

a× (b×c) +b× (c×a) +c× (a×b) =0

分配律，线性性和雅可比恒等式别表明：具有向量加法和叉积的 R3 构成了一个李代数。

两个非零向量a和b平行，当且仅当a×b=0[2]

混合积 [a b c] = (a×b)·c可以得到以a，b，c为棱的平行六面体的体积。

拉格朗日公式

a×（b×c）=b(a·c) -c(a·b),

三个点确定一个平面

///求平面方程 A\*x + B\*y + C\*z + D = 0

struct point

{

double x, y, z;

} a[10];

double A = ((a[2].y-a[1].y)\*(a[3].z-a[1].z)-(a[2].z-a[1].z)\*(a[3].y-a[1].y));

double B = ((a[2].z-a[1].z)\*(a[3].x-a[1].x)-(a[2].x-a[1].x)\*(a[3].z-a[1].z));

double C = ((a[2].x-a[1].x)\*(a[3].y-a[1].y)-(a[2].y-a[1].y)\*(a[3].x-a[1].x));

double D = -(A \* a[1].x + B \* a[1].y + C \* a[1].z);

已知三点p1（x1,y1,z1），p2(x2,y2,z2)，p3(x3,y3,z3)，要求确定的平面方程

关键在于求出平面的一个法向量，为此做向量p1p2（x2-x1,y2-y1,z2-z1), p1p3(x3-x1,y3-y1,z3-z1),平面法线和这两个向量垂直，因此法向量n：

![E:\Users\Dequan\AppData\Local\YNote\data\99893492@qq.com\4c29209fb70b40e7a6c040c7aa440553\clipboard.png](data:image/png;base64,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)

平面方程：a(x-x1)+b(y-y1)+ c(z-z1)=0；

d=-a\*x1-b\*y1-c\*z1。

平面平面方程为ax+by+cz+d=0。

### 6 计算几何模板

#include<cstdio>

#include<cstdlib>

#include<cstring>

#include<cmath>

#include<ctime>

#include<cassert>

#include<climits>

#include<iostream>

#include<algorithm>

#include<string>

#include<vector>

#include<deque>

#include<list>

#include<set>

#include<map>

#include<stack>

#include<queue>

#include<numeric>

#include<iomanip>

#include<bitset>

#include<sstream>

#include<fstream>

#define debug puts("-----")

#define pi (acos(-1.0))

#define eps (1e-8)

#define inf (1<<30)

#define INF (1ll<<62)

using namespace std;

inline double sqr(const double &x)

{

return x \* x;

}

inline int sgn(const double &x)

{

return x < -eps ? -1 : x > eps;

}

struct point

{

double x, y;

point(const double &x = 0, const double &y = 0): x(x), y(y) {}

friend point operator + (const point &a, const point &b)

{

return point(a.x + b.x, a.y + b.y);

}

friend point operator - (const point &a, const point &b)

{

return point(a.x - b.x, a.y - b.y);

}

friend point operator \* (const point &a, const double &b)

{

return point(a.x \* b, a.y \* b);

}

friend point operator \* (const double &a, const point &b)

{

return point(a \* b.x, a \* b.y);

}

friend point operator / (const point &a, const double &b)

{

return point(a.x / b, a.y / b);

}

friend bool operator == (const point &a, const point &b)

{

return !sgn(a.x - b.x) && !sgn(a.y - b.y);

}

friend bool operator < (const point &a, const point &b)

{

return sgn(a.x - b.x) < 0 || (sgn(a.x - b.x) == 0 && sgn(a.y - b.y) < 0);

}

double norm()

{

return sqrt(sqr(x) + sqr(y));

}

friend double det(const point &a, const point &b)

{

return a.x \* b.y - a.y \* b.x;

}

friend double dot(const point &a, const point &b)

{

return a.x \* b.x + a.y \* b.y;

}

friend double dist(const point &a, const point &b)

{

return (a - b).norm();

}

double arg()

{

return atan2(y, x);

// double res = atan2(y, x); //(-pi, pi]

// if(res < -pi / 2 + eps) res += 2 \* pi; //eps修正精度

// return res;

}

//逆时针旋转angle弧度

point rotate(const double &angle)

{

return rotate(cos(angle), sin(angle));

}

point rotate(const point &p, const double &angle)

{

return (\*this-p).rotate(angle)+p;

}

point rotate(const double &cosa, const double &sina)

{

return point(x \* cosa - y \* sina, x \* sina + y \* cosa);

}

int in()

{

return scanf("%lf %lf", &x, &y);

}

void out()

{

printf("%.2f %.2f\n", x, y);

}

};

struct line

{

point s, t;

line(const point &s = point(), const point &t = point()): s(s), t(t) {}

point vec() const

{

return t - s;

}

double norm() const

{

return vec().norm();

}

//点在直线上

bool ispointonline(const point &p) const

{

return sgn(det(p - s, t - s)) == 0;

}

//点在线段上

bool ispointonseg(const point &p) const

{

return ispointonline(p) && sgn(dot(p - s, p - t)) <= 0;

}

//点在线段上不含端点

bool ispointonsegex(const point &p)

{

return ispointonline(p) && sgn(dot(p - s, p - t)) < 0;

}

//点到直线的垂足

point pointprojline(const point &p)

{

return s + vec() \* ((dot(p - s, vec()) / norm()) / (norm()));

}

//点到直线的距离

double pointdistline(const point &p)

{

return fabs(det(p - s, vec()) / norm());

}

//点到线段的距离

double pointdistseg(const point &p)

{

if (sgn(dot(p - s, t - s)) < 0) return (p - s).norm();

if (sgn(dot(p - t, s - t)) < 0) return (p - t).norm();

return pointdistline(p);

}

//判断两直线是否平行

friend bool parallel(const line &l1, const line &l2)

{

return !sgn(det(l1.vec(), l2.vec()));

}

//判断两个点是否在直线的同一侧

friend bool sameside(const line &l, const point &a, const point &b)

{

return sgn(det(b - l.s, l.vec())) \* sgn(det(a - l.s, l.vec())) > 0;

}

//两直接的交点

friend point linexline(const line l1, const line l2) //利用相似三角形对应边成比例

{

double s1 = det(l1.s - l2.s, l2.vec());

double s2 = det(l1.t - l2.s, l2.vec());

return (l1.t \* s1 - l1.s \* s2) / (s1 - s2);

}

//判断线段交

friend bool issegxseg(const line &l1, const line &l2)

{

if(!sgn(det(l2.s - l1.s, l1.vec())) && !sgn(det(l2.t - l1.s, l1.vec())))

{

return l1.ispointonseg(l2.s) ||

l1.ispointonseg(l2.t) ||

l2.ispointonseg(l1.s) ||

l2.ispointonseg(l1.t);

}

return !sameside(l1, l2.s, l2.t) && !sameside(l2, l1.s, l1.t);

}

//直线沿法线方向移动d距离

friend line move(const line &l, const double &d)

{

point t = l.vec();

t = t / t.norm();

t = t.rotate(pi / 2);

return line(l.s + t \* d, l.t + t \* d);

}

int in()

{

s.in();

return t.in();

}

void out()

{

s.out(), t.out();

}

};

struct polygon

{

#define next(i) ((i+1)%n)

int n;

vector<point> p;

polygon(int n = 0): n(n)

{

p.resize(n);

}

// polygon(vector<point> &v):p(v){}

//多边形周长

double perimeter()

{

double sum = 0;

for (int i = 0; i < n; i++)

sum += (p[next(i)] - p[i]).norm();

return sum;

}

//多边形面积

double area()

{

double sum = 0;

for (int i = 0; i < n; i++)

sum += det(p[i], p[next(i)]);

return sum / 2 + eps; //要加eps吗？

}

//判断点与多边形的位置关系，0外, 1内,2边上

int pointin(const point &t)

{

int num = 0;

for (int i = 0; i < n; i++)

{

if (line(p[i], p[next(i)]).ispointonseg(t))

return 2;

int k = sgn(det(p[next(i)] - p[i], t - p[i]));

int d1 = sgn(p[i].y - t.y);

int d2 = sgn(p[next(i)].y - t.y);

if (k > 0 && d1 <= 0 && d2 > 0) num++;

if (k < 0 && d2 <= 0 && d1 > 0) num--;

}

return num != 0;

}

//多边形重心

point masscenter()

{

point ans;

if (sgn(area()) == 0) return ans;

for (int i = 0; i < n; i++)

ans = ans + (p[i] + p[next(i)]) \* det(p[i], p[next(i)]);

return ans / area() / 6 + eps; //要加eps吗？

}

//多边形边界上格点的数量

int borderpointnum()

{

int num = 0;

for (int i = 0; i < n; i++)

{

int a = fabs(p[next(i)].x - p[i].x);

int b = fabs(p[next(i)].y - p[i].y);

num += \_\_gcd(a, b);

}

return num;

}

//多边形内格点数量

int insidepointnum()

{

return int(area()) + 1 - borderpointnum() / 2;

}

void in()

{

for (int i = 0; i < n; i++)

p[i].in();

}

void out()

{

for (int i = 0; i < n; i++)

p[i].out();

}

};

struct convex : public polygon

{

convex(int n = 0): polygon(n) {}

// convex(vector<point> &v):polygon(v){}

//需要先求凸包，若凸包每条边除端点外都有点，则可唯一确定凸包

bool isunique(vector<point> &v)

{

if (sgn(area()) == 0)

return 0;

for (int i = 0; i < n; i++)

{

line l(p[i], p[next(i)]);

bool flag = 0;

for (int j = 0; j < v.size(); j++)

if (l.ispointonsegex(v[j]))

{

flag = 1;

break;

}

if (!flag)

return 0;

}

return 1;

}

//O(n)时间内判断点是否在凸包内

bool containon(const point &a)

{

int sign = 0;

for (int i = 0; i < n; i++)

{

int x = sgn(det(p[i] - a, p[next(i)] - a));

if (x)

{

if (sign)

{

if (sign != x)

return 0;

}

else

sign = x;

}

}

return 1;

}

//O(logn)时间内判断点是否在凸包内

bool containologn(const point &a)

{

point g = (p[0] + p[n / 3] + p[2 \* n / 3]) / 3.0;

int l = 0, r = n;

while(l + 1 < r)

{

int m = (l + r) / 2;

if (sgn(det(p[l] - g, p[m] - g)) > 0)

{

if (sgn(det(p[l] - g, a - g)) >= 0 && sgn(det(p[m] - g, a - g)) < 0)

r = m;

else

l = m;

}

else

{

if (sgn(det(p[l] - g, a - g)) < 0 && sgn(det(p[m] - g, a - g)) >= 0)

l = m;

else

r = m;

}

}

return sgn(det(p[r % n] - a, p[l] - a)) - 1;

}

//最远点对（直径）

int first, second; //最远的两个点对应标号

double diameter()

{

double mx = 0;

if (n == 1)

{

first = second = 0;

return mx;

}

for (int i = 0, j = 1; i < n; i++)

{

while(sgn(det(p[next(i)] - p[i], p[j] - p[i]) -

det(p[next(i)] - p[i], p[next(j)] - p[i])) < 0)

j = next(j);

double d = dist(p[i], p[j]);

if (d > mx)

{

mx = d;

first = i;

second = j;

}

d = dist(p[next(i)], p[next(j)]);

if (d > mx)

{

mx = d;

first = next(i);

second = next(j);

}

}

return mx;

}

//凸包是否与直线有交点O(log(n)), 需要On的预处理, 适合判断与直线集是否有交点

vector<double> ang; //角度

bool isinitangle;

int finda(const double &x)

{

return upper\_bound(ang.begin(), ang.end(), x) - ang.begin();

}

double getangle(const point &p) //获取向量角度[0, 2pi]

{

double res = atan2(p.y, p.x); //(-pi, pi]

// if (res < 0) res += 2 \* pi; //为何不可以

if(res < -pi / 2 + eps) res += 2 \* pi; //eps修正精度

return res;

}

void initangle()

{

for(int i = 0; i < n; i++)

ang.push\_back(getangle(p[next(i)] - p[i]));

isinitangle = 1;

}

bool isxline(const line &l)

{

if(!isinitangle) initangle();

int i = finda(getangle(l.t - l.s));

int j = finda(getangle(l.s - l.t));

if(sgn(det(l.t - l.s, p[i] - l.s) \* det(l.t - l.s, p[j] - l.s) >= 0))

return 0;

return 1;

}

};

convex convexhull(vector<point> &a)

{

//从一个vector获取凸包

convex res(2 \* a.size() + 5); //为何？经测试好像只需要a.size()？

sort(a.begin(), a.end());

a.erase(unique(a.begin(), a.end()), a.end());

int m = 0;

for (int i = 0; i < a.size(); i++)

{

//<=0则不含边界，<0则含边界

while(m > 1 && sgn(det(res.p[m - 1] - res.p[m - 2], a[i] - res.p[m - 2])) <= 0)

m--;

res.p[m++] = a[i];

}

int k = m;

for (int i = a.size() - 2; i >= 0; i--)

{

while(m > k && sgn(det(res.p[m - 1] - res.p[m - 2], a[i] - res.p[m - 2])) <= 0)

m--;

res.p[m++] = a[i];

}

if (m > 1) m--;

res.p.resize(m);

res.n = m;

return res;

}

struct halfplane: public line

{

//ax+by+c<=0

double a, b, c;

//s->t的左侧表示半平面

halfplane(const point &s = point(), const point &t = point()): line(s, t)

{

a = t.y - s.y;

b = s.x - t.x;

c = det(t, s);

}

halfplane(double a, double b, double c): a(a), b(b), c(c) {}

//求点p带入直线方程的值

double calc(const point &p) const

{

return p.x \* a + p.y \* b + c;

}

//好像跟linexline一样，那个是4个点计算。这个是用abc与两点进行计算

friend point halfxline(const halfplane &h, const line &l)

{

point res;

double t1 = h.calc(l.s), t2 = h.calc(l.t);

res.x = (t2 \* l.s.x - t1 \* l.t.x) / (t2 - t1);

res.y = (t2 \* l.s.y - t1 \* l.t.y) / (t2 - t1);

return res;

}

//用abc进行计算 尚未测试

friend point halfxhalf(const halfplane &h1, const halfplane&h2)

{

return point((h1.b \* h2.c - h1.c \* h2.b) / (h1.a \* h2.b - h2.a \* h1.b) + eps,

(h1.a \* h2.c - h2.a \* h1.c) / (h1.b \* h2.a - h1.a \* h2.b) + eps);

}

//凸多边形与半平面交(cut)

friend convex halfxconvex(const halfplane &h, const convex &c)

{

convex res;

for (int i = 0; i < c.n; i++)

{

if (h.calc(c.p[i]) < -eps)

res.p.push\_back(c.p[i]);

else

{

int j = i - 1;

if (j < 0) j = c.n - 1;

if (h.calc(c.p[j]) < -eps)

res.p.push\_back(halfxline(h, line(c.p[j], c.p[i])));

j = i + 1;

if (j == c.n) j = 0;

if (h.calc(c.p[j]) < -eps)

res.p.push\_back(halfxline(h, line(c.p[i], c.p[j])));

}

}

res.n = res.p.size();

return res;

}

//点在半平面内

friend int satisfy(const point &p, const halfplane &h)

{

return sgn(det(p - h.s, h.t - h.s)) <= 0;

}

friend bool operator <(const halfplane &h1, const halfplane &h2)

{

int res = sgn(h1.vec().arg() - h2.vec().arg());

return res == 0 ? satisfy(h1.s, h2) : res < 0;

}

//半平面交出的凸多边形

friend convex halfx(vector<halfplane> &v)

{

sort(v.begin(), v.end());

deque<halfplane> q;

deque<point> ans;

q.push\_back(v[0]);

for (int i = 1; i < v.size(); i++)

{

if (sgn(v[i].vec().arg() - v[i - 1].vec().arg()) == 0)

continue;

while(ans.size() > 0 && !satisfy(ans.back(), v[i]))

{

ans.pop\_back();

q.pop\_back();

}

while(ans.size() > 0 && !satisfy(ans.front(), v[i]))

{

ans.pop\_front();

q.pop\_front();

}

ans.push\_back(linexline(q.back(), v[i]));

q.push\_back(v[i]);

}

while(ans.size() > 0 && !satisfy(ans.back(), q.front()))

{

ans.pop\_back();

q.pop\_back();

}

while(ans.size() > 0 && !satisfy(ans.front(), q.back()))

{

ans.pop\_front();

q.pop\_front();

}

ans.push\_back(linexline(q.back(), q.front()));

convex c(ans.size());

int i = 0;

for (deque<point>::iterator it = ans.begin(); it != ans.end(); it++, i++)

c.p[i] = \*it;

return c;

}

};

//多边形的核，逆时针

convex core(const polygon &a)

{

convex res;

res.p.push\_back(point(-inf, -inf));

res.p.push\_back(point(inf, -inf));

res.p.push\_back(point(inf, inf));

res.p.push\_back(point(-inf, inf));

res.n = 4;

for (int i = 0; i < a.n; i++)

res = halfxconvex(halfplane(a.p[i], a.p[(i + 1) % a.n]), res);

return res;

}

//凸多边形交出的凸多边形

convex convexxconvex(convex &c1, convex &c2)

{

vector<halfplane> h;

for (int i = 0; i < c1.p.size(); i++)

h.push\_back(halfplane(c1.p[i], c1.p[(i + 1) % c1.p.size()]));

for (int i = 0; i < c2.p.size(); i++)

h.push\_back(halfplane(c2.p[i], c2.p[(i + 1) % c2.p.size()]));

return halfx(h);

}

double mysqrt(double n) //防止出现sqrt(-eps)的情况

{

return sqrt(max(0.0, n));

}

struct circle

{

point o;

double r;

circle(point o = point(), double r = 0): o(o), r(r) {}

bool operator ==(const circle &c)

{

return o == c.o && !sgn(r - c.r);

}

double area()

{

return pi \* r \* r;

}

//圆与线段交 用参数方程表示直线：P=A+t\*(B-A)，带入圆的方程求解t

friend vector<point> cirxseg(const circle &c, const line &l)

{

double dx = l.t.x - l.s.x, dy = l.t.y - l.s.y;

double A = dx \* dx + dy \* dy;

double B = 2 \* dx \* (l.s.x - c.o.x) + 2 \* dy \* (l.s.y - c.o.y);

double C = sqr(l.s.x - c.o.x) + sqr(l.s.y - c.o.y) - sqr(c.r);

double delta = B \* B - 4 \* A \* C;

vector<point> res;

if(sgn(delta) >= 0) //or delta > -eps ?

{

//可能需要注意delta接近-eps的情况，所以使用mysqrt

double w1 = (-B - mysqrt(delta)) / (2 \* A);

double w2 = (-B + mysqrt(delta)) / (2 \* A);

if(sgn(w1 - 1) <= 0 && sgn(w1) >= 0)

res.push\_back(l.s + w1 \* (l.t - l.s));

if(sgn(w2 - 1) <= 0 && sgn(w2) >= 0)

res.push\_back(l.s + w2 \* (l.t - l.s));

}

return res;

}

//圆与直线交

friend vector<point> cirxline(const circle &c, const line &l)

{

double dx = l.t.x - l.s.x, dy = l.t.y - l.s.y;

double A = dx \* dx + dy \* dy;

double B = 2 \* dx \* (l.s.x - c.o.x) + 2 \* dy \* (l.s.y - c.o.y);

double C = sqr(l.s.x - c.o.x) + sqr(l.s.y - c.o.y) - sqr(c.r);

double delta = B \* B - 4 \* A \* C;

vector<point> res;

if(sgn(delta) >= 0) //or delta > -eps ?

{

double w1 = (-B - mysqrt(delta)) / (2 \* A);

double w2 = (-B + mysqrt(delta)) / (2 \* A);

res.push\_back(l.s + w1 \* (l.t - l.s));

res.push\_back(l.s + w2 \* (l.t - l.s));

}

return res;

}

//扇形面积 a->b

double sectorarea(const point &a, const point &b) const

{

double theta = atan2(a.y, a.x) - atan2(b.y, b.x);

while (theta < 0) theta += 2 \* pi;

while (theta > 2 \* pi) theta -= 2 \* pi;

theta = min(theta, 2 \* pi - theta);

return sgn(det(a, b)) \* theta \* r \* r / 2.0; //此处交大板子有误

}

//与线段AB的交点计算面积 a->b

double calcarea(const point &a, const point &b) const

{

vector<point> p = cirxseg(\*this, line(a, b));

bool ina = sgn((a - o).norm() - r) < 0;

bool inb = sgn((b - o).norm() - r) < 0;

if (ina)

{

if (inb) return det(a - o, b - o) / 2;

else return det(a - o, p[0] - o) / 2 + sectorarea(p[0] - o, b - o);

}

else

{

if (inb) return det(p[0] - o, b - o) / 2 + sectorarea(a - o, p[0] - o);

else

{

if (p.size() == 2)

return sectorarea(a - o, p[0] - o) + sectorarea(p[1] - o, b - o)

+ det(p[0] - o, p[1] - o) / 2;

else

return sectorarea(a - o, b - o);

}

}

}

//圆与多边形交，结果可以尝试+eps

friend double cirxpolygon(const circle &c, const polygon &a)

{

int n = a.p.size();

double ans = 0;

for(int i = 0; i < n; i++)

{

if(sgn(det(a.p[i] - c.o, a.p[next(i)] - c.o)) == 0)

continue;

ans += c.calcarea(a.p[i], a.p[next(i)]);

}

return fabs(ans);

}

//点在圆内，不包含边界

bool pointin(const point &p)

{

return sgn((p - o).norm() - r) < 0;

}

};

//三点求圆

circle getcircle3(const point &p0, const point &p1, const point &p2)

{

double a1 = p1.x - p0.x, b1 = p1.y - p0.y, c1 = (a1 \* a1 + b1 \* b1) / 2;

double a2 = p2.x - p0.x, b2 = p2.y - p0.y, c2 = (a2 \* a2 + b2 \* b2) / 2;

double d = a1 \* b2 - a2 \* b1;

point o(p0.x + (c1 \* b2 - c2 \* b1) / d, p0.y + (a1 \* c2 - a2 \* c1) / d);

return circle(o, (o - p0).norm());

}

//直径上两点求圆

circle getcircle2(const point &p0, const point &p1)

{

point o((p0.x + p1.x) / 2, (p0.y + p1.y) / 2);

return circle(o, (o - p0).norm());

}

//最小圆覆盖 用之前可以随机化random\_shuffle

circle mincircover(vector<point> &a)

{

int n = a.size();

circle c(a[0], 0);

for (int i = 1; i < n; i++)

if (!c.pointin(a[i]))

{

c.o = a[i];

c.r = 0;

for (int j = 0; j < i; j++)

if (!c.pointin(a[j]))

{

c = getcircle2(a[i], a[j]);

for (int k = 0; k < j; k++)

if (!c.pointin(a[k]))

c = getcircle3(a[i], a[j], a[k]);

}

}

return c;

}

int main()

{

return 0;

}